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İbrahim Volkan İs.ler
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ABSTRACT

ALGORITHMS FOR DISTRIBUTED AND MOBILE SENSING

İbrahim Volkan İs.ler

Kostas Daniilidis and Sampath Kannan

Sensing remote, complex and large environments is an important task that arises

in diverse applications including planetary exploration, monitoring forest fires and

the surveillance of large factories. Currently, automation of such sensing tasks in

complex environments is achieved either by deploying many stationary sensors to

the environment, or by mounting a sensor on a mobile device and using the device

to sense the environment.

The Eighties and Nineties witnessed tremendous advances in both distributed

and mobile sensing technologies. To take advantage of these technologies, it is cru-

cial to design algorithms to perform sensing tasks in an autonomous fashion. In

this dissertation, we study four fundamental sensing problems that arise in sensing

complex environments with distributed and mobile systems.

For mobile sensing systems we study exploration and pursuit-evasion problems.

In the exploration problem, the goal is to design a strategy for a mobile robot so that

the robot sees every point in an unknown environment as quickly as possible. In the

pursuit-evasion problem, the goal is to design a strategy for a pursuer to capture an

adversarial evader.

For distributed sensing systems we study placement and assignment problems. In

the placement problem, the goal is to place sensors to an environment so that every

point in the environment is in the range of at least one sensor. The assignment

problem deals with the issue of assigning targets to sensors in a network, so that

overall error in estimating the position of the targets is minimized.

We present algorithms to perform these sensing tasks in an efficient fashion.

Performance guarantees of the algorithms are mathematically proven and evaluated

by simulations.
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Chapter 1

Introduction

The desire to extend one’s presence and sense distant worlds dwells at the depths of

the human spirit. Since their earliest days, humans have tried numerous methods to

fulfill this desire. A common method to extend one’s presence is to use an agent (e.g.

another person) to sense a distant environment. This, of course, requires a medium

through which one can communicate with this agent.

So far, most of the effort in this design has concentrated on establishing a commu-

nication medium. Earlier methods include using pigeons to carry, or smoke signals

to decode messages between two parties. In 1837, Samuel Morse invented the tele-

graph, marking the beginning of the modern information age. Today, using wireless

communication, we can transfer enormous amounts of data through the air and even

space.

Even though the search for better communication media still continues, recently

part of the scientific community has turned its attention to the other component

– the sensing agent. It is desirable to replace humans as sensing agents for various

reasons. First of all, it is difficult to deploy them to many environments such as other

planets, ocean bottoms, and volcanos. The second reason is best explained by an

example. Consider the task of monitoring forest fires. This is a sensing task where

we need to observe a very large area and the events we would like to detect happen
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very infrequently. Even though people have sophisticated sensing capabilities, their

sensing range is quite limited. Therefore complete sensory coverage of a large area

requires many people to be actively engaged in the task. This is a big waste of

resources. Finally, it is difficult for humans to make very precise measurements

without using additional equipment. Therefore, they are not sufficient alone for

tasks such as map building, where such precise measurements are required.

As a result, scientists and engineers have designed many different sensors which

can often overcome the sensing limitations of humans. On one hand, we have sen-

sors that can sense large but simple environments. Examples of such sensors include

antennas which listen to the radiation emitted from distant stars, and radars that

scan the skies. On the other hand, we have sensors which can obtain detailed mea-

surements but which have limited ranges. The typical example of such a sensor is

a standard camera. Currently, sensing expansive and complex environments such as

a large factory or a forest presents a considerable challenge. This is because, such

environments necessitate taking detailed measurements and covering a large area.

In this thesis, we focus on sensing tasks where we would like to sense a large,

complex environment. The accomplishment of such tasks becomes useful and neces-

sary in a number of applications. For instance, one might want to cover a building

with cameras for security. A forest can be covered with heat sensors to detect fires.

Currently, there are two basic methods for performing sensing tasks in complex en-

vironments. As demonstrated in the examples above, the first method is to deploy

many stationary sensors to cover the environment. The second method is to mount

the sensor on a mobile device and use the device to sense the environment. For

example, we can mount a camera on a mobile robot, using it to patrol a building

and detect intruders.

In the next section, we present an overview of systems for sensing complex envi-

ronments and typical applications where such systems are used.
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1.1 Modern Sensing Systems

At the moment, there are two primary methods for sensing complex environments,

sensor networks and mobile robot systems.

1.1.1 Sensor networks

Deploying a large number of sensors to cover a complex environment is a common

technique. For example, cameras are commonly installed in hotels, supermarkets

and casinos for surveillance purposes. Real-time images from these cameras are

gathered in a security office where a single officer can remotely sense the entire

building. However, the number of sensors in these systems are limited to the order

of hundreds 1. Sensor-networks are the next-step in the evolution of such systems.

The term sensor-network usually refers to a network of small, inexpensive sensing

devices with certain communication and computation capabilities. The motivation

for building these devices is primarily an economic one. Since they are inexpensive,

it is not cost-prohibitive to deploy thousands of them, say, in a forest and use the

underlying network to accomplish sensing tasks such as detecting fires or monitoring

wildlife. The technological and scientific issues underlying the development and

deployment of such networks are very challenging. Currently, there are many research

groups studying these issues (e.g. [61, 30]).

1.1.2 Mobile robots

Another way of achieving remote sensing is to mount sensors on a mobile device such

as a robot. The field of robotics witnessed tremendous advances in the last decades.

At the moment, robotics technology is in a relatively mature state. Robots have

been used in assembly lines for decades. Today, it is possible to purchase a mobile

1The Greektown Casino in downtown Detroit, MI, has 1,024 Panasonic cameras (data from
panasonic.com).
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robot, with basic sensing and motion capabilities, off the shelf. In fact, while this

thesis is being written, the rovers Spirit and Opportunity have been roaming on the

surface of Mars for months.

Typically robots are used as sensing agents for mapping tasks such as exploring

planets, ocean floors and volcanos. However, as the robots continue to become more

cost effective, we expect that their use in other applications such as surveillance will

become much more widespread in the near future.

1.1.3 Applications of sensing systems

The most typical application of sensing systems considered in this thesis is surveil-

lance. We can deploy a sensor network to detect intruders in a building. Alterna-

tively, we can use mobile robots to patrol the building and detect the intruders.

Another application is object inspection. We can place cameras on a conveyor

belt to inspect products or use a camera mounted on a robot arm for inspection. A

similar application is environment monitoring. As mentioned before, we can deploy a

sensor-network on a forest to detect fires or to monitor wild-life. A network deployed

on a bridge can monitor its structural properties.

An emerging application is location aware computing where various devices use

sensors deployed in an environment such as a campus to localize themselves. Such

devices can be used to track the elderly or children; or to collect statistics about

the use of facilities. In general, tracking objects or people is a general application of

sensing systems.

It is worth noting that the use of sensor-networks and mobile robots as sensing

agents is not mutually exclusive. For example, we can use a mobile robot to deploy

a sensor network or we can use a sensor-network to localize our mobile robots.
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1.2 Sensing Problems for Mobile Robots

In this section, we introduce two fundamental problems that arise in design of sensing

systems which uses mobile robots. These problems are exploration and pursuit-

evasion.

1.2.1 Exploration

For many different sensing tasks, we need to sense every point in an unknown en-

vironment. If we use a mobile robot as a sensing agent to accomplish this task, we

need to solve the exploration problem: generate a trajectory for the robot so that

the robot senses every point in an unknown environment as quickly as possible.

Solving the exploration problem is an important prerequisite for many different

sensing tasks. It is required for almost any mapping [104] task – ranging from

building a 2D layout of an apartment to drawing a 3D map of an ocean floor. For

object inspection, it is often desirable to sense an object entirely and if the object

is unknown, this brings up an exploration problem. Robotic deminers and vacuum-

cleaners need to sense every point on the floor or ground and often times they do

not have a prior map of the area.

Exploration is related to the path-planning problem in robotics which is the prob-

lem of finding a path between two points which avoids obstacles in the environment.

Path-planning is a well-studied problem [68]. However, the exploration problem

differs from path-planning in two important aspects.

The first aspect is coverage. Most of the time, the robot does not have to visit

all points in the environment in order to sense all the points. For example, a robot

equipped with an omni-directional camera does not even have to move to see the

walls of a convex building. However, visiting all points in the environment may be

necessary for some applications such as vacuum-cleaning a floor or demining a field.

Even if this is the case, designing an optimal strategy is a difficult problem. As an
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example, consider an application where we use a robot to build a 3D map of an

apartment. Imagine our robot is equipped with a stereo camera pair and suppose

all the the rooms in the apartment are convex. In this case, we can represent the

apartment by a graph whose vertices correspond to rooms and corridors and whose

edges correspond to doors. If this graph is available to us, then the exploration

problem reduces to the well-known traveling salesperson problem [71]: Find the

shortest tour that visits all the vertices. Unfortunately, finding such a tour is an

NP-complete problem even when the input graphs are restricted to be planar [34].

The second aspect is online planning. In most applications, our robot must ex-

plore the environment without any prior information about it. For example, suppose

we would like use our robots as scouts to build the map of an enemy facility. This is

similar to the above problem of mapping an apartment. However, in this scenario, it

is unlikely that we have a graph that represents the environment a priori. Therefore,

our robot must solve the exploration problem in an online fashion and generate its

trajectory as the map becomes available. This seems like a hopeless goal: can we find

a motion plan to see every point in the environment quickly but without knowing

the environment?

1.2.2 Pursuit-evasion

In the exploration problem, usually the environment we would like to sense is static.

It does not change during the course of exploration. However, many sensing tasks

require sensing a moving object. As an example, consider a search-and-rescue mission

where we would like to find a lost wanderer in a park or a desert. To accomplish

this mission, it is not enough to sense every point in the desert. Suppose that while

we were exploring some region A, the wanderer was located in another region, say

C (see Figure 1.1). It is possible that when we move to the next region, say B 6= C,

our target wanders off to A! Hence, we have to revisit the region A in order to find

the target.
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Figure 1.1: A search-and-rescue scenario

Such sensing tasks are best modeled as pursuit-evasion games. In a pursuit-

evasion game, one or more pursuers try to capture an evader who, in turn, tries to

avoid capture indefinitely. In the search-and-rescue example above, we can model

the wanderer as an evader and define capture as sensing or finding the evader. The

main ingredient of a pursuit-evasion game is the presence of an adversarial evader

who actively avoids capture. Due to this aspect, a pursuit strategy is usually more

sophisticated than a search strategy where the target’s motion is independent from

the pursuer’s.

Obtaining pursuit-strategies is important for surveillance applications. For exam-

ple, we may use a mobile robot to detect intruders before they spend too much time

in a building. In these applications, the intruders are indeed adversarial, therefore a

pursuit-evasion formulation is natural. In the search-and-rescue setting, even though

the victim is not adversarial, a pursuit strategy is still desirable as it guarantees a

rescue regardless of the victim’s actions.
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1.3 Sensing Problems for Sensor Networks

As mentioned before, the alternative to use a mobile robot to accomplish sensing

tasks is to deploy many static sensors onto the environment. In this section, we

introduce two fundamental problems, placement and assignment, that arise in the

design of such systems.

1.3.1 Sensor placement

In Section 1.2.1, we formulated the problem of covering a possibly unknown area with

a mobile agent as the exploration problem. In many applications, sensing a point

once is not sufficient. We may need to sense all points in the environment at all

times. For example, when we use a mobile robot for surveillance, if the environment

is large, the time between two consecutive visits to sense the same location may also

be large. This is undesirable, as it may give a lot of time to the burglar. For a

similar reason, detecting forest fires using a few mobile robots may be inadequate.

In such applications, the alternative is to deploy many sensors so that every point

in the environment is sensed by at least one sensor at all times. We call the problem

of finding such a deployment the sensor placement problem.

In most sensor placement instances, it is reasonable to assume that the envi-

ronment is known. For example, when installing cameras for surveillance, we may

already have a floor map of the building. The main issue in such cases is to find the

minimum number of sensors and a placement of these sensors to cover a given area.

Solving such sensor placement problems is also important for quality control/object

inspection tasks. For example, a factory which builds automobile parts may design

an inspection setup where the object is placed on a controlled stand and the part is

inspected by cameras (Figure 1.2). In this scenario, a model of the environment (i.e.

a CAD model of the object) would be available.
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Figure 1.2: An object-inspection setup

In the object inspection example above, we have a lot of control on the envi-

ronment. We can place the object as well as the sensors precisely. However, there

are many applications where the sensors can not be placed precisely. For instance, a

sensor network can be deployed on a forest by dropping the sensors from an airplane.

In military applications, special cannons can be used to scatter sensors on a foreign

territory. In such scenarios where the deployment is subject to unpredictable, large

disturbances, sensor may fall onto almost random locations. The main placement

question becomes “How many random sensors must be placed to ensure coverage of

the environment?”

1.3.2 Sensor assignment

Once a sensor network has been deployed, one of its primary uses is tracking. In an

airport, we may want to track passengers to monitor suspicious activity. However,

target tracking need not be adversarial. For example, a sensor network can track

mobile robots so that the mobile robots can localize themselves. For location aware

computing, devices may query our sensors for measurements.

In some of these applications, we have to explicitly assign sensors to targets to
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Figure 1.3: In a network of active cameras, targets may be assigned to pairs of
cameras so that each pair tracks its corresponding target.

be tracked. For example, if our sensor network is composed of active cameras, the

cameras may have to turn towards and zoom onto the target, so that the target is

at the center of the image (Figure 1.3). In case of a sensor network with passive

sensors, we may want to turn on only a few sensors to save energy. For location-

aware computing and localization applications, the devices or robots may be assigned

to specific sensors to minimize the communication load across the network. These

are all instances of the sensor assignment problem where the sensors are explicitly

assigned to targets in order to track them.

In most applications, a typical device used for sensing can not estimate the posi-

tion of a target by itself. For example, at least two cameras are needed to estimate

the position of a target. In addition, a single sensor may not always participate in

tracking more than one target. In the camera example, if a camera zooms on to the

target, there can be at most one target within the field of view of the camera.

For most sensors, the error in estimating the position of the targets is directly

dependent on the location of the targets. Therefore, the main objective in the sensor

assignment problem is to come up with a sensor assignment scheme so that the

overall error in estimating the position of the targets is minimized. As we will see in

Chapter 4, this is a challenging combinatorial problem.
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1.4 Methodology

In this section, we first discuss some of the challenges in solving sensing problems

introduced in the previous section. Afterwards, we describe our approach for solving

these problems.

1.4.1 Challenges

In this thesis, we study four fundamental sensing problems: exploration, pursuit-

evasion, sensor placement and assignment. In order to design efficient algorithms to

solve these problems, we must deal with the following sources of complexity.

Environment complexity: The world we live in has a complex geometric struc-

ture. Quite often, designing sensing algorithms in complex environments is a difficult

task. Consider the following problem: Given a polygon (which represents an envi-

ronment), place a minimum number of omnidirectional cameras so that the entire

boundary of the polygon is covered by the cameras. That is, any point on the

boundary must be visible from at least one camera.

Now suppose that the polygon is convex. In this case, we would need only one

camera, regardless of the actual shape of the polygon. However, as the shape of the

polygon and hence, the structure of the environment, gets more complicated, finding

the minimum number of cameras becomes a difficult problem. In fact, it is known

that [83], the general problem is NP-hard, even if the input polygons do not contain

any obstacles inside.

In general, in order to obtain efficient algorithms for solving sensing problems we

need methods to deal with the complexity of the environment.

Sensing complexity: For many sensing tasks, we must design algorithms which

much process the set of points sensed from a particular location in the environment.

Let us revisit the camera placement problem discussed above and call the set of points
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visible from a point p, V (p). To design an efficient algorithm for the placement

problem, we must design algorithms that consider the sets V (p) for all p. The

structure of these sets can be quite complex and this complexity makes sensing

planning problems challenging.

As an example, consider the exploration problem. Suppose the environment is

represented by a simple polygon and does not contain any obstacles. First, consider

the exploration problem when we have a robot equipped with only a touch sensor.

In this case, the problem is quite easy. The robot can start from an arbitrary point

on the boundary and explore the polygon by following the boundary. Next, imagine

that our robot is equipped with a camera. For this robot, exploring the environment

optimally is a much more challenging problem. As illustrated in these scenarios,

even when the underlying environments are the same, the sensing complexity has a

direct impact on the difficulty of the sensing problems.

Number of agents: In order to sense large, complex environments quite often

a single sensing agent is not sufficient, especially if the sensors are static. In case

of mobile robots, usually sensing tasks can be performed more efficiently by using

teams of robots. Unfortunately, the problem formulations for these multi-agent

sensing problems are much more complex then the single agent version – making the

design of algorithms for such scenarios more challenging.

For example, in sensor-placement problem, we can easily find the best positions

for a few cameras. However, as the number of cameras increases, the combinatorial

complexity of the problem becomes a major obstacle in designing efficient algorithms.

1.4.2 Solution philosophy

In this thesis we study planning problems that arise in sensing large, complex envi-

ronments. In particular, we study the exploration and pursuit-evasion problems for

mobile robots (introduced in Section 1.2) and planning and assignment problems for
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sensor networks (introduced in Section 1.3). We present efficient algorithms for these

problems which addresses the three sources of complexity discussed in the previous

section: environment complexity, sensing complexity and combinatorial complexity

due to the large number of agents.

One approach for solving these problems is to study them in a bottom-up fashion.

This method starts with a detailed agent model. In case of networks of cameras,

a detailed model would address issues such as errors due to calibration, limitations

due to field-of-view constraints, uncertainty in sensing due to sub-pixel errors. For

robots, a detailed model could include forces applied to the motors, uncertainty due

to odometry, and non-holonomic constraints.

The next step in the bottom-up approach is to design algorithms for these com-

plex agent models that addresses the three sources of complexity presented in Sec-

tion 1.4.1. The advantage of such a bottom-up approach is that it is very realistic and

the problem formulations are closer to the real life scenarios. Unfortunately, solving

the problems that arise from these formulations is often very difficult. Hence, even

though there are approaches in the literature to solve these problems in this fashion,

usually these solutions are based on heuristics without any guarantees about the

quality of the solution.

In this thesis, we adopt a philosophy based on a two-level abstraction. Instead

of focusing on a particular, complex sensing-agent model, we choose a simple and

generic model. For example, we assume that robots can be represented as points

whose motion is not subject to any differential constraints. Similarly, we assume

that the cameras are omnidirectional without any restrictions on their field of view.

Our approach is illustrated in Figure 1.4. At the higher level, the agent model

is simple but we explicitly deal with the three issues that arise in the design of

distributed and sensing mobile systems for complex environments. Device specific

issues are dealt at a lower layer where the agent model is sophisticated but none of

issues related to the environment complexity is studied.
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Figure 1.4: Our methodology is based on a two-level abstraction. In this thesis,
we focus on the higher level and present distributed and sensing algorithms that
explicitly deal with the three sources of complexity inherent in the design of such
systems.

Note that the traditional robotics approach mostly focuses on the lower level.

Consequently many problems in the domain of this level are well-studied. On the

hand, a rigorous treatment of issues at the higher level is still lacking. This is the

main focus of this thesis.

1.5 Our contribution

The methodology described in the previous section allows us to focus on combinato-

rial and geometric challenges in designing sensing systems for complex environments.

By ignoring low-level issues, we offer solutions that have the following qualities:

1. Worst-case guarantees: In all problems, we provide solutions that have

quality guarantees for all instances of the problem. For example, in Chapter 6,

we present a pursuit strategy that works against any evader strategy on any

graph. Such worst-case guarantees are rare in robotics and providing such

guarantees is a novel contribution of this thesis.
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2. Visibility-based planning: As mentioned in Section 1.4.1, sets that arise

from visibility have a complex structure and this complexity makes visibility-

planning tasks quite difficult. On the other hand, vision is the richest percep-

tion mode and cameras are becoming increasingly common in sensing tasks. As

a result, there is a growing need for algorithms to accomplish visibility-based

sensing tasks. To meet this demand, we focus on sensing tasks where vision is

the primary sensing mode. This, we believe, is one of the main contributions

of this thesis.

To design efficient algorithms for visibility-based planning tasks, we must under-

stand and utilize geometric constraints imposed by the structure of the environment.

The study of such constraints will be one of our primary focuses throughout the the-

sis. For exploration and pursuit-evasion, we will study the connections between

shortest-paths in polygonal environments and visibility. For sensor placement, we

will study the structure and complexity of sets that arise from visibility. Finally

for sensor-assignment, we will utilize specific error models for stereo cameras to ob-

tain efficient assignment algorithms. We believe that the study of such structural

properties is of independent interest. and another contribution of the thesis.

We proceed with a summary of our results for individual problems.

1.5.1 Exploration

An online algorithm [31, 12] is an algorithm which does not have access to its entire

input in advance. Instead, the input is presented to the online algorithm during its

execution. Due to the lack of a prior map of the environment, exploration problem

must be solved in an online fashion.

In Chapter 2, we study a local exploration problem: Imagine that a robot stand-

ing in an unknown environment sees the end-point of an edge (a wall), but does not

know its orientation. We design a sensing strategy that minimizes the time spent in

both traveling and reconstruction so as to “see” the unknown edge. This solution
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can be used by a mapping algorithm which, for example, explores the walls of an

apartment one after another.

We first study this problem in the context of online algorithms and present a

competitive strategy that guarantees a worst-case performance. However, the edge

orientations are usually not arbitrary, especially in indoor environments. Therefore,

we also present a probabilistic framework that incorporates prior information about

the environment, if it is available.

1.5.2 Sensor placement

In Chapter 3, we first study a deployment scheme where each sensor may fall onto

a random point in the environment. This model is relevant to scenarios where the

sensors are dropped from a plane or scattered over long distances by a cannon. In

these scenarios, the main placement question becomes “How many random sensors

must be placed to ensure coverage?”

A set system is a pair (X,R) where X is the base set and R is a collection of some

subsets of X. We can obtain an upper-bound for the deployment question above by

studying the complexity of set systems which arise from sensor deployment. These

are set systems where the base set is the environment we would like to cover. For

each candidate sensor location, there is a subset in the set-system that corresponds

to the portion of the environment sensed from that location. One measure of the

complexity of set systems is their Vapnik-Chervonenkis (VC)-dimension. If the VC-

dimension of this set system is bounded, then a small number of sensor suffice to

cover the base set.

In Chapter 3, we study external visibility and the deployment of cameras to cover

the exterior of a building. We show that the VC-dimension of polyhedral scenes is

unbounded. We study two planar cases and prove the exact VC-dimension for both:

If the cameras are restricted to lie on a circle, the VC-dimension is 2 and if they lie

outside the convex-hull of the polygon, the VC-dimension is 5.
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We also study a more controlled placement problem which usually arises in object-

inspection settings. Suppose we have a CAD model of a part and we would like to

inspect it for defects. A typical setup is to place the object on a turntable and capture

images of the object from a single camera, while rotating the object. Equivalently,

we may rotate the camera around the object. The sensor-placement question for this

scenario is to find the angles for the turntable to stop so that the object is entirely

covered. For this problem, we present an approximation algorithm that uses at most

one more sensing location than the optimum number.

1.5.3 Sensor assignment

Once a sensor network has been deployed, one of its primary uses is tracking. In an

adversarial setting, targets must be tracked in order to monitor suspicious activity.

However, target tracking need not be adversarial. For example, a sensor network can

track mobile robots so that the mobile robots can localize themselves. Such tracking

tasks also arise in location-aware computing where devices query sensors to localize

themselves.

A typical device used for sensing in a sensor network can not estimate the position

of a target by itself. For example, at least two cameras are needed to estimate the

position of a target. In addition, a single sensor may not participate in tracking

more than one target. In the camera example, if the cameras zoom onto the target,

there can be at most one target within the field of view of the camera.

Motivated by these constraints, we formulate the following Focus of Attention

Problem: How should disjoint pairs of sensors be assigned to targets so as to minimize

the overall error in estimating their positions?

In this Chapter 4, we start with a study of error metrics used for position esti-

mation. We then study the focus of attention problem and present approximation

algorithms to solve it.
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1.5.4 Pursuit-evasion

Recently, there has been increasing interest in capturing intelligent evaders with

certain sensing capabilities contaminating a complex environment. Aside from its

obvious applications in search-and-rescue as well as surveillance, this problem pro-

vides a natural test-bed for many mobile robot algorithms.

Mainly, there are two approaches for modeling complex environments. One ap-

proach is to model the environment by a graph. For example, the nodes of the graph

may correspond to physical locations such as rooms and the edges may represent

doors. The other approach is to model the environment by a geometric object such

as a polygon. For example, the polygon may correspond to a 2D layout of a factory.

In this thesis, we study pursuit-evasion games for both representations. The

literature on pursuit-evasion games is vast. Therefore we dedicate Chapter 5 to an

overview of existing results. In Chapter 6, we study the following pursuit-evasion

game that is played on a graph: One or more pursuers are seeking to capture an

evader on a graph. At each round, the evader tries to gather information about

the location of the pursuers but it can see them only if they are located on adjacent

nodes. Such a local information structure is typical in robotics applications and is the

main novelty of our formulation. For this problem, we show that two pursuers suffice

for catching evaders with limited visibility with high probability. We also present

polynomial time algorithms that decide whether a single pursuer can capture the

evader on a given graph.

This graph model allows us to incorporate arbitrary sensing and environment

complexity into a graph. However, motion and visibility are coupled. That is, the

set of vertices a player can move to is the same as the set of vertices it can see.

In typical mobile robot settings, the sensing range is much larger than the set of

points the robots can move to in the next time step. Therefore, in Chapter 7 we also

study the same game played in a polygonal environment: A player located at point

p can see the point q as long as the line segment pq lies entirely within the polygon.
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However, players can only move to points that are within unit distance from their

current positions.

We present algorithms for one or more pursuers to locate and capture an evader.

We consider various models for the motion and the visibility of the evader. A detailed

description of these models is deferred to Chapter 5.

1.6 Outline

This thesis contains seven chapters following this introductory chapter. Each chapter

can be read independently.

Chapter 2 is dedicated to the exploration problem. Chapter 3 is on sensor place-

ment. In this chapter, present results on VC-dimension of visibility systems and

show how these results can be utilized in sensor deployment. We also present an

approximation algorithm for placing sensors on a circle. Chapter 4 is on sensor

assignment and dedicated to the Focus of Attention problem.

The pursuit-evasion problem is studied in three chapters. In Chapter 5, we give

an overview of pursuit-evasion games in complex environments. Usually, a complex

environment is either represented by a graph or a polygon. We present results

obtained for either representation in Chapter 6 (for graphs) and Chapter 7 (for

polygons).

We conclude the thesis with an overview of its contributions and future directions

in Chapter 8.
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Chapter 2

Local Exploration

Many sensing tasks require robots to sense every point in the environment. This

is an important prerequisite for mapping tasks [104] which is one of the primary

applications of current robotic systems. In the robotics literature, the term mapping

is used to refer to the general task of building environmental layouts from measure-

ments obtained by sensors mounted on mobile robots. In some applications, it is

possible that we have some prior information about the environment to be mapped.

For example, we may want to use our robot to build a detailed 3D model of an apart-

ment and we may have a floor plan of the apartment beforehand. However, in most

applications it is likely that we have no prior information about the environment.

In this case, we have to solve the exploration problem: generate a trajectory for our

robot, so that it sees every point in the environment as quickly as possible.

Since the environment is unknown, exploration is an online problem and therefore

has been studied extensively in the context of online algorithms. An online algorithm

[31, 12] is an algorithm which does not have access to its entire input in advance.

Instead, the input is presented to the online algorithm during its execution. However,

the online framework has not had much impact in practice as “Today’s approaches

are usually greedy, that is, they choose control by greedily maximizing information

gain” [104]. Perhaps an explanation for this gap is hinted by Thrun in [104].
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When choosing where to move, various quantities have to be traded off: the ex-

pected gain in map information, the time and energy it takes to gain this information,

the possible loss of pose information along the way, and so on. Furthermore, the un-

derlying map estimation technique must be able to generate maps in real-time, which

is an important restriction that rules out many existing approaches.

As we shall see in Section 2.2, existing online algorithms assume continuous sens-

ing. However, this assumption is violated in common mapping systems: A robot

equipped with a laser scanner must stay stationary and obtain a range map before

deciding where to go. Similarly, in stereo vision systems where the computation is

costly and cannot be pipelined with image grabbing, robots spend time in recon-

struction.

To address this issue, we present a local exploration algorithm in this chapter.

Imagine that a robot standing in an unknown environment sees the end-point of an

edge (e.g. a wall), but does not know its orientation. We design a sensing strategy

that minimizes the time spent in both traveling and reconstruction so as to “see”

the unknown edge. The novelty of this formulation is in addressing the problem

of spending time in range acquisition which has not been accounted for in previous

approaches.

Our local exploration algorithm can be used as an efficient subroutine for a robot

which builds the model of an unknown building one wall after another. This greedy

approach is well justified, because it is known [5] that it is not possible to have a

global exploration algorithm with guaranteed performance1.

We start with an overview of existing approaches within the robotics community.

1We shall revisit this result after an overview of online algorithms in Section 2.2.
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2.1 The Exploration Problem in Robotics

Mapping is a very active research area and a recent survey of the state of the art can

be found in [104]. In the robotics community, most effort is dedicated to localizing the

robot during mapping. This is known as the simultaneous localization and mapping

(SLAM) problem [73]. A recent overview of the state of the art in SLAM research

can be found in [74] in addition to [104].

An additional challenge in unknown environments is the issue of visual coverage,

better known as visual exploration. The visual aspect of coverage is emphasized in

[36, 101] while area coverage is the focus of [64]. The latter approach can be used to

produce a roadmap to sweep a space [22].

As mentioned before, the exploration problem for visual coverage is currently

solved using heuristic approaches. Recent related work includes Rekleitis et al. [89]

who use two robots for visual exploration. In their method, one robot reconstructs

the environment while the other one is utilized for planning the next location of the

first robot. Zlot et al. [113] present a multi-robot approach for exploration trying

to maximize information gain while minimizing travel costs. Burgard et al. [17]

assign a new target point for each of a group of robots so that the cost of reaching

these points is minimized and the amount of already explored area is simultaneously

maximized. An issue that has received a lot of attention recently is to close loops in

the map, i.e. to discover already visited areas [40].

A related problem is the next best view problem in Computer Vision [111, 97, 66].

In these approaches, usually the problem of how to move a camera mounted on a

gripper to maximize the information gain and the quality of the next picture taken

is addressed without any optimality guarantees for the motion of the gripper.
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2.2 Online Algorithms and Competitive Analysis

Traditional algorithms typically operate on the entire input. In online problems [31]

the input is not known in advance but presented to the algorithm during its oper-

ation. One way of measuring the performance of online algorithms is competitive

analysis [12]. In competitive analysis, we compare the performance of an online al-

gorithm against the performance of the optimal offline algorithm and consider the

worst case ratio. Let costA(σ) be the cost incurred by an online algorithm A on

the input sequence σ. Let OPT be the optimal offline algorithm and let costOPT (σ)

be the cost incurred by the optimal offline algorithm on input σ. We say that the

online algorithm A is c-competitive, if there exits a constant b such that on every

input sequence σ,

costA(σ) ≤ c · costOPT (σ) + b

The competitive ratio is the infimum over c such that A is c-competitive. We say

that an algorithm is competitive, if it has a constant competitive ratio. In robotics,

competitive analysis has been used for various navigation problems as a measure of

efficiency [11, 26, 5, 50, 25, 47]. In the context of exploration, the competitive ratio

gives us the worst case deviation of the cost of an exploration algorithm from the

cost incurred by a robot who has a prior model of the environment and still wants

to build a map.

2.2.1 Competitive analysis in robot exploration

A 2-competitive algorithm for rectilinear polygons with bounded number of obstacles

has been presented in [25]. For simple polygons without obstacles, a 26.5-competitive

algorithm has recently been proposed [47]. For polygons with an arbitrary number

of obstacles, it has been shown that there is no competitive strategy [5]. For the

local problem of how to look around a corner, which is addressed in this paper, a

1.21-competitive algorithm has been presented [50].
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All above algorithms make the continuous visibility assumption that the robot can

acquire a 3D view of the environment without any stop or cost for this acquisition.

This assumption is violated for range scanners where the robot has to stop and

acquire the locally visible 3D-view. It does not apply for omnidirectional visual

stereo reconstruction either, because current acquisition times do not allow on the

fly computation: the robot can only decide where to move after acquiring the map.

2.2.2 New problem statement

In this chapter, we address local exploration strategies which can be useful in global

exploration. We make the following assumptions:

• The 3D-environment consists of vertical edges and walls and thus can be mod-

eled as a polygon in the flatland.

• The robot can localize itself with respect to an acquired view and that it can

register these views in the same coordinate system. We assume that there is

no uncertainty in the robot’s position estimate.

• The robot has an omnidirectional range acquisition system, which means no

restrictions in the field of view.

• The robot does not move during range acquisition.

• The circle defined by robot’s current position and the vertex adjacent to the

edge to be explored (figure 2.1) is free of obstacles.

In this setup, we consider a robot, located at x, seeing the edge E but not E ′, the

next edge (see figure 2.1). Edge E ′ makes an angle of θ with the line passing through

x and the corner y. The optimal offline strategy is to follow path P1, going directly

to the extension of E ′ when θ < π
2

and to go directly to y otherwise. In the online

setting it is not possible to follow P1, because its orientation depends on E ′ which has
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θ
δ

P1

P2

Figure 2.1: The problem description: The robot, located at x, can see the edge E
but not E ′, the next edge. E ′ makes an angle of θ with the line passing through x
and the corner y. The optimal offline strategy is P1, going directly to the extension
of E ′ when θ < π

2
and to go directly to y otherwise. When robot has continuous

vision, by following P2 along the circle whose diameter is xy, the robot guarantees a
competitive ratio of π

2
.

not been seen by the robot yet. When the robot has continuous vision, by following

P2 along the circle whose diameter is xy, the robot guarantees a competitive ratio

of π
2
. This strategy was used in [47] as a part of the global exploration strategy

assuming on the fly acquisition.

Here, we introduce a new cost measure for the time it takes to see the next

occluded edge as the sum of the time spent in reconstructions plus the time spent

in traveling:

costA(σ) = τN +
d

v
, (2.1)

where τ is the time it takes to make a reconstruction, N is the number of reconstruc-

tions made until next edge is seen, d is the distance traveled, and v is the velocity

of the robot. The input σ consists of robot’s position x, the position of the corner

vertex y, and the angle θ the next edge makes with the robot’s line of sight (see figure

2.1). Note that our cost model assumes constant velocity, however it is possible to

incorporate more complicated dynamics into equation 2.1.

Our contribution is two-fold:

• In a deterministic set-up with no knowledge about the occluded edge, we
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present two competitive strategies.

• Assuming a belief about the occluded edge, we propose two formalizations in

terms of a Markov Decision Process (MDP) and solve for optimal policies that

maximize the overall expected reward.

In simulations, we compare the four algorithms and we find out that the MDP

policies outperform the deterministic algorithms when the beliefs are close to reality.

This chapter is written in the order described above: competitive algorithms, MDP

framework, and experimental analysis.

2.3 Competitive Algorithms

Let x be robot’s position, y be the corner, D be the distance from the robot’s current

position to the corner, v be the speed of the robot, and τ be the time it takes to make

a reconstruction. Let εD
v

= τ . That is, the time it takes to make a reconstruction is

ε times the time it takes to reach the corner. Let tOPT > 0 be the time it takes the

optimal algorithm to reach the point where it can see the next edge (traversing P1

in Fig. 2.1).

If ε ≥ 1, then the robot goes straight to the corner. Since D
v
≤ τ , the competitive

ratio becomes
τ + D

v

τ + tOPT
≤ 2τ

τ + tOPT
≤ 2.

Otherwise, we propose two algorithms given in Table 2.1.

2.3.1 Algorithm UNIREC

Let C be the circle whose diameter is the line segment that joins the robot to the

corner (i.e x to y). Suppose in Fig. 2.1, that during time τ the robot travels to

position z on C without leaving the circle. Let δ = ∠xyz = τv
D

. Note that ε = δ.

The robot will go to the points on C defined by δ, 2δ, 3δ, . . . until it sees the next
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UNIREC(τ, v, x, y)

D ← dist(x, y)
C ← circle(x, y)
δ ← τv

D

If δ > 1 go to x
Otherwise
i = 1
Until the next edge is seen

Visit iδ
Reconstruct
i← i+ 1

EXPREC(τ, v, x, y)

D ← dist(x, y)
C ← circle(x, y)
δ ← τv

D

If δ > 1 go to x
Otherwise
i = 1
Until the next edge is seen

Visit iδ
Reconstruct
i← 2i

Table 2.1: The input x is the robot’s position, y is the location of the corner, v
is robot’s speed, and τ is the time it takes to make a reconstruction. The com-
mand Reconstruct denotes the operation of an omnidirectional range acquisition and
circle(x, y) is the circle that passes through x and y and has a diameter dist(x, y).
Algorithm UNIREC has a competitive ratio of π and algorithm EXPREC has a
competitive ratio of 2.23.

edge without leaving the circle 2. Let θ ∈ [0, π
2
] be the actual angle (Fig. 2.1 between

the edge and the line that passes through the robot’s position and the corner). The

competitive ratio of this algorithm reads:

C =
dθ

δ
eτ + dθ

θ
eθD

v

τ + D
v

sin θ

Since D
v

= τ
δ

we obtain

C =
dθ

δ
eτ + dθ

δ
eδ τ

δ

τ + τ
δ
sin θ

=
2dθ

δ
e

1 + sin θ
δ

≤ 2( θ
δ

+ 1)

1 + sin θ
δ

which is increasing with θ. Hence, the worst case is achieved when θ = π/2:

C ≤ 2( π
2δ

+ 1)

1 + 1
δ

=
2δ + π

δ + 1

Since δ < 1, the worst case is achieved as δ → 0 and the ratio becomes π.

2The reader may wonder why we do not take the short cuts instead, which means compute δ and
go straight to the point (D cos δ, D sin δ) and continue with updating D ← D cos δ. Even though
this might perform better for some values of τ , it does not improve the competitive ratio for small
δ: D cos δ ≈ D and D sin δ ≈ Dδ
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2.3.2 Algorithm EXPREC

It is possible to improve this ratio by modifying the strategy as follows: Instead of vis-

iting δ, 2δ, 3δ, . . ., the robot increases exponentially its steps and visits δ, 2δ, 4δ, . . . , 2iδ.

Note that during the ith-step robot traverses an angle of 2i−1δ and the total angle

traversed so far is (2i − 1)δ. If θ is the actual angle, the robot sees the next edge as

soon as it takes i = dlog( θ
δ

+ 1)e steps. The competitive ratio reads:

C =
iτ + δ(2i − 1)D

v

τ + D
v

sin θ

The worst case of the ratio of EXPREC is thus 2.2214. We present the details of

this derivation next.

2.3.3 The competitive ratio of EXPREC

In this section we derive the competitive ratio for the algorithm EXPREC. Recall

that instead of visiting δ, 2δ, 3δ, . . ., the robot takes exponential jumps and visits

δ, 2δ, 4δ, . . . , 2iδ. During the ith step robot traverses an angle of δ2i−1 and the total

angle traversed so far is δ(2i− 1). Therefore if θ is the real angle, the robot sees the

next edge as soon as it takes i = dlog( θ
δ

+ 1)e steps.
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Case 1: θ ≤ π
4

C =
iτ + δ(2i − 1)R

v

τ + D
v

sin θ

=
iτ + δ(2i − 1) τ

δ

τ + τ
δ
sin θ

=
i+ (2i − 1)

1 + sin θ
δ

=
dlog( θ

δ
+ 1)e+ 2dlog( θ

δ
+1)e − 1

1 + sin θ
δ

≤ (log(θ
δ

+ 1) + 1) + 2(log( θ
δ
+1)+1) − 1

1 + sin θ
δ

=
log( θ

δ
+ 1) + 2(log( θ

δ
+1)+1)

1 + sin θ
δ

=
log( θ

δ
+ 1) + 2(θ

δ
+ 1)

1 + sin θ
δ

=
2( θ

δ
+ 1)

1 + sin θ
δ

+
log( θ

δ
+ 1)

1 + sin θ
δ

=
2
δ
(θ + δ)

1
δ
(δ + sin θ)

+
log( θ

δ
+ 1)

1 + sin θ
δ

=
2(θ + δ)

(δ + sin θ)
+

log( θ
δ

+ 1)

1 + sin θ
δ

This last ratio achieves its maximum value of 2.2214 when δ → 0 and θ = π
4
.

Case 2: π
4
≤ θ ≤ π

2

If θ is slightly larger than π
4
, the robot takes a huge last step and goes all the
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way to the corner following the entire half circle. The competitive ratio is:

C ≤ log(d π
2δ
e)τ + πR

2v

τ + D
v

sin π
4

=
log(d π

2δ
e)τ + πτ

2δ

τ + τ
δ
sin π

4

=
logd π

2δ
e+ π

2δ

1 +
sin π

4

δ

=
logd π

2δ
e

1 +
sin π

4

δ

+
π
2δ

1 +
sin π

4

δ

As δ → 0, the first term vanishes and the competitive ratio becomes π/2
sin π

4
= 2.2214

2.4 Probabilistic framework

In most environments, we expect that the robot has some beliefs about the angles

formed by vertices in polygonal environments. For example, most angles in man-

made environments are rectilinear or in case of doors 180 degrees. In this section,

we present a framework that allows us to represent the robot’s belief about the en-

vironment as a probability distribution and show how to solve for optimal strategies

when such beliefs are available.

A finite state Markov Decision Process (MDP) is given by a finite set of states S,

a finite set of actions A, transition probabilities P (r|s, a) of arriving at state r when

action a is taken from state s, and rewards Ra
s,r from arriving at state r from state s

via action a. A policy π is a function that takes a state-action pair (s, a) and returns

a real number in [0,1], indicating the probability of taking action a when in state s.

An optimal policy is a policy which maximizes expected return at each state. Given

a finite MDP it is possible to find an optimal policy using dynamic programming or

its variants such as Policy Iteration. A comprehensive introduction to MDP can be

found in [98, 10].
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Suppose we have the distribution P θ(θ) for the distribution of the corner an-

gles. For example, one can express the belief that the environment is rectilinear by

choosing P θ(θ) to be a truncated gaussian with mean 90 degrees and a variance rep-

resenting the uncertainty of this belief. Another possibility is to keep the histogram

of the angles already observed during the exploration and to use this histogram as an

approximation for P θ(θ). Yet another possibility is to use Monte Carlo Methods [98]

for reinforcement learning to incorporate the learning of P θ(θ) into the exploration

process. Even though obtaining P θ(θ) is an interesting problem on its own, from

now on we assume that it is given as an input.

One way to model the edge exploration problem is to discretize the circle whose

diameter is the line segment joining the robot and the vertex using a resolution

parameter δ. Let n = b π
2δ
c and let us double use the notation δ, 2δ, 3δ, . . . nδ for both

the stops on the circle as well as the angle between the initial and current positions

of the robot whose apex is at the corner.

An MDP model, we will call MDP1, is presented in figure 2.2. State si represents

the state of the robot when it is located at iδ and has not made a reconstruction yet.

At each si it can either decide to move to si+1 or make a reconstruction. When it

makes a reconstruction it either sees the next edge in which case it goes to the state

F and remains there or cannot see it yet. The latter case is represented by the state

s′i. From s′i the only reasonable action is to move. Note that we chose to discretize

the circle defined by the robots location and the corner, instead of discretizing the

whole plane. The advantage of this approach is the drastic reduction in the number

of states which means a reduction in the memory requirements and running time of

the algorithm.
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Figure 2.2: MDP1 has 2n states where n = π
2δ

that depends on the sampling
parameter δ and F is the final state. Being in s′i (resp. si) means that the robot is
at δi and has just (resp. not) made a reconstruction.

The actions are Rec and Mov for reconstruct and move respectively. The tran-

sition probabilities are determined by the distribution P θ(θ):

P (F|si, Rec) = P θ(θ ≤ iδ)

P (s′i|si, Rec) = P θ(θ > iδ)

P (si+1|si,Mov) = 1

P (si+1|s′i,Mov) = 1

All other probabilities are zero. Note that even though we assumed that the robot

has complete control of its motion by letting P (si+1,j|si,j,Mov) = 1, one can easily

incorporate uncertainty in motion using an appropriate uncertainty model.

The rewards, Ra
si,sj

, represent the immediate reward received upon arriving state

sj from state si as a result of action a. Since we are dealing with costs, we use
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negative costs as rewards we want to maximize.

RMov
si,si+1

= −δD
v

RMov
s′i,si+1

= −δD
v

RRec
si,s′i

= −τ
RRec

si,F = −τ

Given a distribution P θ, we compute the optimal policy that maximizes the

expected reward using the well known policy iteration algorithm [98, pp98]. Policy

iteration is known for its fast convergence properties in practice and this was indeed

the case for our problem. For MDP1, we observed that the optimal policies move until

enough reward is accumulated and start reconstructing afterwards. For example, if

P θ = N (µ, σ), the optimal algorithm turns out to move an angle of µ+ σ and then

to reconstruct at each step afterwards.

MOVE

RECONSTRUCT

R
E

C
O

N
ST

R
U

C
T

si,j

si,i

si+1,j

F

Figure 2.3: MDP2 has n(n+1)
2

states where n = π
2δ

that depends on the sampling
parameter δ. F is the final state. Being in state si,j means that the robot is at iδ
on the circle and the last reconstruction was at jδ.

It is possible to obtain a better performance by remembering the last reconstruc-

tion made. Let sij represent the information that the robot is standing at iδ and
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the last reconstruction it made was at jδ. Figure 2.3 illustrates the transitions for

state si,j. The transition probabilities and rewards for this new MDP, which we call

MDP2, are given by:

P (F|si,j, Rec) = P θ(jδ ≤ θ ≤ iδ)

P (si,i|si,j, Rec) = 1− P (F|si, Rec)

P (si+1,j|si,j,Mov) = 1

All other probabilities are zero.

RMov
si,j ,si+1,j

= −δD
v

RRecsij , si,i = −τ
RRecsi,j,F = −τ

The drawback of this approach is the increase in the number of states, and hence

the running time of the algorithm. The former policy based on MDP1 requires 2n

states, whereas the number of states for MDP2 is n(n+1)
2

. Note that states sij with

i < j are not well defined. The power of MDP2 is illustrated in figure 2.4, where

the figure on the left illustrates the optimal policy for the bimodal distribution P θ

on the right. Based on MDP1, in contrast, the robot moves until enough reward

accumulates and reconstructs afterwards. This strategy does not exploit the low

probability region as MDP2. We further illustrate the optimal policies for MDP1

and MDP2 for various distributions in the next section.
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Figure 2.4: Left:The optimal policy for MDP2. The sampling value δ used was 5
degrees, therefore the location i, j in the image above represents the action when the
robot is at iδ and the last reconstruction it made was at jδ. The vertical column is i
and the horizontal columns is j. The blue upper right half illustrates the inaccessible
states. The green values at the lower right correspond to RECONSTRUCT actions
and the red region in between correspond to MOVE action. The distribution P θ is
according to the distribution on the Right.

2.5 Simulation Results

In this section we compare the four algorithms we describe in this chapter. UNIREC

and EXPREC are the two competitive algorithms described in table 2.1. We will

refer to the optimal policy of MDP1 summarized in figure 2.2 as POLICY1 and the

optimal policy of MDP2 summarized in figure 2.3 as POLICY2.
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Figure 2.5: The distributions used for experiments: Each bucket represents 5 degrees.
Distribution 1 is generated using a gaussian with mean 60 degrees and variance 5
degrees. Distribution 2 is uniform between π

4
and 3π

4
. Distribution 3 is uniform

between 0 and π. Distribution 4 is a bimodal distribution obtained by adding up
two gaussians with means π

6
and π

2
and a variance of 3 degrees.
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2.5.1 The underlying distribution is known

The algorithms UNIREC and EXPREC have performance guarantees regardless

of the distribution P θ. In this section, we try to answer the question: Is it really

worth solving for optimal policies, even when P θ is available? The answer turns out

to be yes, as the following experiments show.

We compare the results for MDPs built using the exact distribution of θ with

the competitive algorithms. In other words, the instances of the simulations were

generated from the distributions in figure 2.5 and the same distributions were used

to build the MDPs. The sampling parameter for all the MDPs we used is 5 degrees

which is equal to the bucket sizes of the distributions.

In the following experiment, summarized in table 2.2, the robot stands on the

wall, 10m away from the corner. This aligns the line of sight of robot with the

visible edge, allowing us to use the full range of [0, π] for θ. Hence, D = 10m. Each

reconstruction takes 2 seconds and the robot moves with a speed of 0.5m/s. The

time it takes to reach the corner is 20 seconds, therefore δ = 0.1 for algorithms

UNIREC and EXPREC.

P θ UNIREC EXPREC POLICY1 POLICY2

1 43.98 39.40 26.72 28.93
2 57.22 39.42 41.77 35.16
3 48.17 34.88 48.53 34.82
4 43.06 37.63 37.69 27.39

Table 2.2: The results when the underlying distributions match the beliefs about the
distribution. 1000 samples were drawn from the distributions in figure 2.5 (numbers
in the first column reference Figure 2.5). Rest of the columns present the average
time to see the next edge for the four algorithms presented in this chapter.

Note that Distribution 3, which is uniform in [0, π], represents the case when

there is no apriori information about the environment. The policies for this case

are presented in figure 2.6. In this case, all MDP1 can do is to move until enough
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probability is accumulated and to reconstruct at every step afterwards, as it has no

memory of the previous reconstruction. MDP2, in contrast, prefers to move further

after a recent reconstruction.
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Figure 2.6: Optimal policies for MDP1 and MDP2 for Distribution 3 in figure 2.5.
Left: The probability of making a reconstruction for MDP1 Right: The policy for
MDP2

The next experiment is the same as the previous one other than the reconstruction

time τ = 10 seconds and therefore δ = 0.5 and the results are presented in table 2.3.

P θ UNIREC EXPREC POLICY1 POLICY2

1 53.96 40.94 36.99 37.43
2 68.64 46.49 47.86 53.63
3 61.30 40.82 76.21 46.95
4 56.92 35.24 68.25 43.16

Table 2.3: The results when the underlying distributions match the beliefs about the
distribution. 1000 samples were drawn from the distributions in figure 2.5 (column1).
Rest of the columns present the results for running the four algorithms presented in
this chapter.

Using results in table 2.2 and table 2.3 we see that if the underlying distribution

is available, the optimal policies outperform the competitive algorithms for some

distributions. Another observation is that when the reconstruction is costly (τ = 2
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vs τ = 10) the number of reconstructions become really significant and POLICY2

starts outperforming POLICY1. To illustrate this further we ran simulations that

keep the distribution constant but vary the reconstruction time and the results are

shown in figure 2.7.
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Figure 2.7: P θ(θ) = N (60, 5), but τ varies according to the values in the horizontal
axis. POLICY2 outperforms POLICY1 as τ increases.

2.5.2 When the beliefs are wrong

In order to illustrate what happens when the robot’s beliefs do not match the en-

vironment, we use a different distribution to draw samples for the experiment than

the one we use to find the optimal policies for the MDPs. For example, for µ = 40

in the left plot of figure 2.8, we computed the optimal policies for N (40, 5) and then

used 1000 samples from N (60, 5) for simulations, in order to create a discrepancy

between the robot’s beliefs and the state of the world.

As in the previous section, in the following experiments the robot stands on the

wall, 10m away from the corner. Each reconstruction takes 2 seconds and the speed

of the robot is 0.5m/s. The time it takes to reach the corner is 20 seconds, therefore

δ = 0.1 for algorithms UNIREC and EXPREC.
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Figure 2.8: Left: The samples representing the real state of the world were drawn
from N (60, 5) and the optimal policies were computed for N (µ, 5) where µ is the
horizontal axis. Each simulation is the average time to see the next edge for 1000
samples. Right: Same as left but the samples representing the real state of the
world were drawn uniformly from [0, π

2
].

UNIREC EXPREC POLICY1 POLICY2

47.44 34.43 38.16 50.87

Table 2.4: Robot thinks the world is N (60, 5) but in fact the samples are drawn
from uniformly from [0, π].

As expected, when the beliefs are wrong, the performance of the algorithms

UNIREC and EXPREC do not get affected, since they do not assume any distri-

bution for the input. However, the results in figure 2.8 and table 2.4 suggest that

MDP2 is more sensitive to errors in the underlying beliefs than MDP1. This is

because MDP2 has a more specialized policy than MDP1.

2.6 Concluding Remarks

In this chapter, we have studied the problem of how to look around a corner in a

polygonal environment given that we want to minimize the time spent in traveling

as well as in reconstruction. We addressed local optimality regarding the visibility

of the next occluded edge. Our strategy can accelerate heuristic planning for global
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exploration.

We presented competitive algorithms for the local exploration problem. These

algorithms guarantee bounded deviation from the optimal behavior, even if no infor-

mation about the environment is available apriori. For the cases where such informa-

tion is available, we presented a formalization based on Markov Decision Processes.

After this formalization, optimal strategies can be computed using well-known tech-

niques. In our future work we plan the following thrusts: to incorporate uncertainty

in the position estimates of the robot, to relax the circle discretization and search

for a more efficient state-action tessellation of the plane, to study the local problem

in 3D by generalizing the form of the occluding contour, and ultimately, to solve the

global exploration problem efficiently.
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Chapter 3

Sensor placement

Perhaps the most common method for continuously sensing a large, complex envi-

ronment is to place a large number of sensors in the environment. A typical example

is a system that uses surveillance cameras in a big hotel. One of first fundamental

issues that arise when designing such a system is placement: How many sensors do

we need in order to cover the environment? Where should we place these sensors?

Our ability to answer the placement question relies heavily on the sensor and

the environment models. For example, covering a square region of area one with

sensors which can detect motion within a disk of radius ε is an easy problem. On

the other hand, covering a polygonal region with a minimum number of cameras is

an NP-hard problem [83]. In fact, solving visibility-based coverage problems is one

of the main challenges in computational geometry research.

In this chapter, we present two results that advance our understanding of such

placement problems.

First, we study set systems that arise from visibility-based placement problems.

A set system is a pair (X,R) where X is the base set and R is a collection of some

subsets of X. For camera placement, we consider set systems where the base set is

the environment we would like to cover. For each candidate sensor location, there is

a subset in the set-system that corresponds to the portion of the environment sensed
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from that location. For sensor-placement applications, it is important to understand

how complex such set systems can become. The complexity of set systems can

be measured through their Vapnik-Chervonenkis (VC)-dimension. In addition, the

study of VC-dimension allows us to answer the question: How many random samples

(sensors) are required to cover a given scene? This question arises in deployment

scenarios where the sensors are dropped onto a foreign territory and the location of

the sensors can not be controlled precisely due to disturbances such as wind and the

motion of the plane.

Second, in Section 3.6, we present an algorithm for placing cameras on a circle in

such a way that ensures coverage of a known polygonal object. This task is motivated

by the following scenario: Suppose we have a CAD model of a part and we would

like to inspect it for defects. A typical setup is to place the object on a turntable

and capture images of the object from a single camera, while rotating the object.

Equivalently, we may rotate the camera around the object. The sensor-placement

question for this scenario is to find the angles for the turntable to stop so that the

object is entirely covered. For this problem, we present an approximation algorithm

that uses at most one more sensing location than the optimal number of sensing

locations.

We start with the results on VC-dimension of visibility-based set systems.

3.1 Sampling Based Sensor Placement

Imagine a known 3D polyhedral environment where a set of cameras has to be placed

in such a way that every point in the environment is visible. The 2D version is known

as the art gallery problem [83, 94, 84] and sufficiency results exist for several versions

of this problem. For example, bn
3
c cameras can cover any simple polygon. However,

such results are inapplicable in robotic and image-based rendering applications where

the environments can be very complex with millions of vertices. A further application
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is placing antennas for line-of-sight broadband communication [1]. Imagine that

backbones end at each neighborhood and that communication inside 1km can be

achieved with line-of-sight laser beams that can carry from 10Mbps up to 1.25 Gbps

bandwidth. Assuming that a consumer can put a receiving antenna at the window

of her studio or even on a kiosk in a street, the coverage problem becomes a visibility

problem where the cameras become arrays of distributing antennas.

In this work, we consider aspects of the problem of minimizing the number of

viewpoints without sacrificing the goal of complete visibility. The particular scenarios

we are addressing are surveillance, object inspection, and image based rendering. In

the case of surveillance, we need a complete coverage at any time so that no event

will be missed. This is the reason why coverage with one mobile guard (shortest

watchman route - solvable in polynomial time [21]) is not applicable. In case of

object inspection [93], we know the prior geometry of an object, and we need the

minimal number of views so that the object will be checked regarding defects. In this

scenario, the object might be placed on a turntable and we ask then for the minimal

number of rotations. The objects might even be medical organs which have to be

imaged from very few viewpoints of an endoscope guided by a robot manipulator.

In the case of image based rendering, we might have a prior rough map of the

environment but we need to obtain a detailed reconstruction with a range sensor.

In other cases, we have a geometric model, but we do not know anything about the

color or texture of an object. In all these cases, it is important that the rendered

environment does not have any holes because of originally uncovered areas.

We are not going to address here the equally important problem of unknown

environments or objects related to model building tasks. Several algorithms ex-

ist for exploring unknown environments [47] building upon fundamental results in

the on-line traversal of graphs [25] or on Markov processes for modeling partially

known dynamic scenes [70]. Significant contributions have been also achieved in the

Next Best View planning problem [100, 66, 45] for surface acquisition. However,
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the results proven in this chapter have implications for the unknown case as well:

Choosing sensor locations randomly is a method frequently used for sensor placement

in unknown environments [16]. The VC-dimension theory enables us to answer the

question: How many random samples (sensors) do we need in order to cover a given

region? Our results, together with the theory of ε-nets, provide an upper bound to

the answer to this question when omni-directional cameras are used as sensors.

It is well known [83] that the minimal guard coverage problem is NP-hard. To

study the existence of approximation algorithms, we can consider minimal guard

coverage as an instance of the set-cover problem. The general version of minimum

set-cover cannot be approximated with a ratio better than log n. However, we do not

know whether any set-cover instance can be realized as a visibility system. A pow-

erful interface between set-cover and the particular geometric setup is the Vapnik-

Chervonenkis (VC) dimension which enables us to quantitatively bound how general

a set system is.

In this chapter, we present new bounds on the VC-dimension for three instances

of the problem. In section 3.2, we formalize the problem statement and describe

our contribution to the state of the art. Next, we deal with 2D configurations and

prove new bounds on the VC-dimension for cameras on a circle (subsection 3.3.1).

Specifically, we prove that if the cameras are restricted to lie on a circle, the VC-

dimension is 2 and if they remain outside the convex hull of the object, the VC-

dimension is 5 (subsection 3.3.2). In section 3.4, we prove the main result that the

VC-dimension for 3D configurations is unbounded. We conclude with a summary in

Section 3.7.

3.2 Problem Statement

3.2.1 VC-dimension and set-cover

A set system is a pair (X,R) where X is a set andR is a collection of subsets R ⊆ X.

44



Definition 1 Given a set system (X,R), let A be a subset of X. We say A is

shattered by R if ∀Y ⊆ A, ∃R ∈ R such that R ∩ A = Y . The VC-dimension of

(X,R) is the cardinality of the largest set that can be shattered by R [109].

The VC-dimension, introduced first in supervised learning for pattern classification,

plays an important role also in randomized and geometric algorithms [76, 3]. As an

example we mention the related notion of an ε-net: If the set system (X,R) has a

constant VC-dimension d, then with high probability, a small number (O(d
ε
log 1

ε
))

of points sampled from X intersects all the subsets in R whose sizes are greater than

ε|X| (such a sample is called an ε-net). Another useful property is that if (X,R)

has a constant VC-dimension d, then the number of subsets in R is O(nd) where

n = |X|. A related result [108] that implicitly deals with ε-nets is the existence

of polyhedra that require arbitrary number of guards even if every point inside the

polyhedron can see an area equal to ε fraction of the total interior area, using the

notion of ε-good polygons introduced in path planning [62].

Given a set system, the minimum set-cover problem asks for a minimum cardi-

nality set S ⊆ R such that
⋃

R∈S R = X. The hitting set problem is the dual of

set-cover and its decision version reads: We are given a set X and a collection of

sets R where each R ∈ R is a subset of X. We are also given a number k. The

question is whether there is a subset H ⊂ X such that |H| ≤ k and for each R ∈ R,

R ∩H 6= ∅.
Both problems are known to be NP-complete and can be approximated to within

a log factor of the maximum set sizes (in either the primal or the dual system) and

not better [95]. For sets systems with finite VC-dimension d, however, Brönnimann

and Goodrich presented an algorithm which returns a solution whose size is at most

O(d·logOPT ·OPT ) [15]. Here, OPT is the cardinality of the optimal solution. This

is a significant improvement on the previous approximation, when the cardinality of

the optimal solution is smaller than the cardinality of the maximum set size in the

set system.
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3.2.2 Visibility and set-cover

In this chapter we will address the problem of minimal guard coverage or camera

placement. An instance of the camera placement problem is: Given a polygon or a

polyhedron P and a specification of possible camera locations, find a minimum set-

cover of the system (P, {V (ci)}), where V (ci) is the set of points visible on P from

camera ci and the index i varies over all possible camera locations. The definition

of V (ci) can capture any optical constraints on what a camera can see. We will

refer to the specification of possible camera locations as a setup. We say a set S of

cameras cover P if
⋃

ci∈S V (ci) = P . Depending on the application, P may refer

to the boundary of the object or it may be extended to include the interior of the

environment as well.

Camera placement can also be seen as a particular case of the hitting set problem.

The set X is the set of possible camera locations. For each point p on the boundary

of the polyhedron P , there is a set Rp consisting of all camera locations that can see

p. The hitting set problem assumes a finite set X and we have to implicitly deal with

this issue when we attempt to pose camera placement as such a problem. Typically,

we do so by using a sampling technique or by showing that a finite set of extremal

points need to be considered.

Throughout this section we will represent cameras with their projection centers

ci and say that ci sees the point p ∈ P if the only intersection of the line segment

pci with P is p. We extend the notion of visibility to sets as follows: We say that a

camera sees a set of points ω if it can see all the points in ω. The following notation

will be useful for VC-dimension proofs: Let Pm = {p1, . . . , pm} be m points on P .

We say that camera c sees the subset ω ⊆ Pm if c can see all points in ω but no point

in Pm \ ω.

By the VC-dimension of a setup, we will refer to the VC-dimension of the maxi-

mum number of points that can be shattered over all instances of the camera place-

ment problem for a specific setup. For example, if there are no restrictions on cameras
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P

Figure 3.1: Interior visibility extends to exterior visibility by turning the polygon
inside out.

and we want to cover simple polygons, we would like to find the VC-dimension of the

set system (P, {V (ci)}) as P varies over the set of all simple polygons. Therefore, in

order to give a lower bound m on the VC-dimension of a setup it suffices to present

one instance where m points are shattered, but for an upper bound m one needs to

show that there exists no instance such that m+ 1 points can be shattered.

3.2.3 Related work on VC-dimension

In general, it is possible to consider visibility systems as set systems and camera

placement as a set-covering problem [35]. The general version of the minimum set-

cover problem cannot be approximated better than a factor of log n. However, as

mentioned in the first section it is not clear that general set-cover instances can be

realized by visibility systems.

Valtr proved that the VC-dimension of the system (P, {V (x) | ∀x ∈ P}), where

P is a simple polygon and V (x) is the visibility polygon of point x in P , is bounded

between 6 and 23 [107]. This result applies to all 2D configurations we consider, sim-

ply by turning the polygon inside-out (see figure 3.1, also [94]). He also established

a bound of O(log h) for polygons with h holes. A similar result for visibility under

angle and distance constraints has been obtained in [37].

On the other hand, it is not clear how to exploit a bounded VC-dimension to
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obtain an improved approximation algorithm. Approximation algorithms for mini-

mum guard coverage have been considered [35, 28, 37] for different versions of the

problem. However there is still a gap between the inapproximability results and

existing algorithms.

As mentioned before, the minimum set-cover of set systems with bounded VC-

dimension can be approximated within a logarithmic factor of the optimal value [15].

However, this by itself does not improve on the existing logn approximations, as the

optimum can be as big as n/3 [83]. Nevertheless, this algorithm was used in [37] to get

rid of the dependency of the approximation factor to the number of samples (rather

than the number of vertices). In fact, obtaining a constant approximation algorithm

for guard placement in polygons without holes is one of main open problems in the

field of art galleries.

For the setup where cameras are restricted to lie on a circle, an approximation

algorithm that returns at most one more camera than the minimum necessary is

presented in Section 3.6 A similar algorithm can be found in [78] for the polygon

separation problem. Placing cameras outside the convex hull of a polygon is related

to hitting lines with points [65, 14]. Unfortunately there are no improved algorithms

for this restricted case either.

3.3 Results On Planar Configurations

3.3.1 2DCIRCLE

Consider a setup in which we want to cover a polygon P using cameras restricted to

a circle C around P . Note that not all polygons are completely visible from a circle

outside. In this section and the next, we restrict ourselves to the points on P that

are visible from at least one point on the circle. Polygons that are entirely visible

from the viewing circle are called externally visible polygons [43].
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Figure 3.2: Points {p1, p2} can be shattered by four cameras. Each camera is labeled
with the subset it can see. In this figure the polygon P is 4ABC.

Definition 2 We define 2DCIRCLE as a setup where a set of cameras whose loca-

tions are restricted to a circle C are to cover a simple polygon that is contained in

C.

We need the following technical lemma before proving our main proposition. Its

proof is omitted because it is straightforward.

Lemma 3 Each point p on the polygon P is visible along a continuous arc on the

circle C and nowhere else.

We now prove the following proposition.

Proposition 4 The VC-dimension of 2DCIRCLE is exactly 2.

Proof: For any m points on the polygon P , the m visibility arcs have 2m endpoints

and hence there are only 2m combinatorially distinct camera positions. Since 2m

cameras are necessary to shatter m points, we need 2m ≥ 2m which is only true for

m ≤ 2.

The lower bound is proven by the example in Figure 3.2 where the points p1 and

p2 are shattered by the 4 cameras shown.
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3.3.2 2DCONVEX

Let us now relax the restriction on camera locations so that we allow cameras any-

where outside the convex hull of the polygon.

Definition 5 We define 2DCONVEX as a setup where a set of cameras located

outside the convex hull of a simple polygon P are to cover P .

The upper bound on the VC-dimension of 2DCONVEX slightly increases but it is

still a small constant significantly less than the upper bound for the general case, 23.

Lemma 6 The VC-dimension of 2DCONVEX is less than or equal to 5.

Proof: Suppose that Q = {p1, . . . , p6} is a set of 6 points shattered on a polygon

P . Let C be the boundary of convP , the convex hull of P , and let E be the exterior

of C, i.e. E = R2 \ (convP ). For each i = 1, . . . , 6, a point of E sees the point pi if

and only if it lies between a certain pair of disjoint open half-lines emanating from C.

We call these two open half-lines the i-rays and refer to the point on C from which

they emanate as their endpoints. The 12 i-rays, i = 1, . . . , 6, partition E into cells.

Formally, cells are maximal connected components of the plane after the removal of

convP and of the 12 rays.

We can also obtain the cells in the following way. One by one and in an arbitrary

order, we remove the 12 rays from E. After the removal of the first ray there

is still one component (cell). Each other ray divides every intersected cell into two

smaller cells. Thus, if the ray intersects k of the previously removed rays, its removal

increases the number of cells at most by k+1. Since there are at most
(
12
2

)− 6 = 60

intersections between the 12 rays (the two i-rays are disjoint for each i), the number

of cells in the final arrangement is at most 60 + 11 = 71.

It follows from the construction that cameras placed at different locations in the

same cell see the same subset ω of Q = {p1, . . . , p6}. We then call the cell an ω-cell .
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i-ray i-ray×

C

Figure 3.3: Case 1 of Lemma 6: The {pi}-cell gets two marks and the ∅-cell gets one
mark. The unbounded {pi}-cell is marked ×.

To get a contradiction it suffices to show that there are no 26 − 1 = 63 cells seeing

distinct nonempty subsets of Q.

First, suppose that one of the points pi lies on C. Then the two i-rays are parts

of lines tangent to C. It is easily verified that each j-ray, j 6= i, is disjoint from at

least one of the two i-rays in this case. Whenever a j-ray is disjoint from an i-ray,

j 6= i, this decreases the number of cells in the final arrangement by 1. Thus, the

number of cells is at most 71− 10 = 61 in this case, which is not enough.

Thus, we may suppose that each point pi lies inside convP . Whenever an i-ray

is disjoint from a j-ray, i 6= j, for technical reasons we “create” a new, “abstract”

cell and associate it with this pair of disjoint rays. The total number of “real”

and “abstract” cells is exactly 71, provided no three rays intersect in a single point

(otherwise it is smaller).

We suppose that every camera cω is placed in an unbounded cell whenever it is

possible. We remove the camera c∅ and 63 cameras in 63 different cells remain. We

say that a cell is empty , if it contains no camera. All “abstract” cells are empty.

We now describe a procedure which distributes 18 auxiliary marks 1, 1, 1, 2, 2, 2, . . . ,

6, 6, 6 in some of the empty cells in such a way that at most two marks are placed

in one cell. It will follow that at least 18/2 = 9 cells are empty.

For each i = 1, . . . , 6, the three marks i are distributed as follows. We say that

an i-ray and a j-ray form an i-pair , if they are disjoint. We distinguish several cases.
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Case 1: There is at most one i-pair. One of the i-rays is intersected by all j-rays

for j 6= i. Hence its endpoint sees no point pj, j 6= i. We place two marks i in the

adjacent {pi}-cell and one mark i in the adjacent ∅-cell (see figure 3.3). Note that

the cell with two marks i is empty because it is bounded and there is an unbounded

{pi}-cell in this case.

Case 2: There are two i-pairs.

One mark i is placed in each of the two abstract cells associated with the i-pairs.

The remaining, third mark i is put in an ∅-cell chosen as follows.

Subcase 2a: No point pj, j 6= i, is visible from the endpoint e of one of the i-rays.

In this case we put the third mark i in the ∅-cell adjacent to e.

Subcase 2b: Condition in Subcase 2a is not valid. In this case, note that each

i-ray must be responsible for exactly one i-pair. Otherwise, one of the i-rays would

intersect all other j-rays and the endpoint of this i-ray would only see pi and this is

covered in Subcase 2a. Let i1 and i2 be the two i-rays. Suppose that the endpoint

of i1 sees some pj , j 6= i. Then the wedge of visibility of pj must intersect i1 in a

bounded interval starting at the endpoint. For all other k 6= j, the k-rays intersect

i1 and it is immediate that this intersection is a bounded interval again. Thus, as

we go to infinity along i1, we must have the case that only pi is visible on one side

and no point is visible on the other side. We put the third mark i to this unbounded

∅-cell adjacent to i1. Note that this ∅-cell is not adjacent to C, as can be verified

from the analogous reasoning for i2.

Case 3: There are three or more i-pairs. We put a mark i in three abstract cells

associated with distinct i-pairs.

We now check that no cell receives more than two marks. Any abstract cell is

associated with a pair of disjoint rays and may receive at most two marks corre-

sponding to these two rays. A {pi}-cell receives at most two marks i. An ∅-cell
adjacent to C may receive at most two marks corresponding to the two rays having

the endpoints on the boundary of the cell. An ∅-cell non-adjacent to C may receive

52



p1

p2

p3

p4

p5

p1

p2p2
p3 p4p4

p5

p52
22

2
2

2 2

2

2

3

3

3

3

3

3

3

33

3

4
4

4

4

4

5

Figure 3.4: The small picture on the left shows a polygon with 5 shattered points
{p1, p2, p3, p4, p5}. The figure on the right is a detail showing the intersection pattern
of the i-rays. Each label 2, 3, 4, 5 indicates the cardinality of the subset seen from
the region.

at most two marks corresponding to rays forming unbounded edges of the cell. All

other cells receive no marks.

Hence, no cell receives more than two marks. Therefore there are at least 18/2 = 9

cells with at least one mark. They are all empty. Thus, at most 71 − 9 = 62 cells

are nonempty. They cannot contain all the 63 cameras cω, ∅ ⊂ ω ⊆ Q.

Note that relaxing the camera locations from 2DCIRCLE to 2DCONVEX indeed

increases the VC-dimension, as we see in the following lemma.

Lemma 7 The VC-dimension of 2DCONVEX is greater than or equal to 5.

Proof: An instance where five points are shattered is presented in figure 3.4.

The result of this section is summarized in the following theorem which follows

from lemma 6 and lemma 7:

Theorem 8 The VC-dimension of 2DCONVEX is exactly 5.
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Remark: If we further remove the restriction that the cameras are outside the

convex hull, then the best known bound is 23 and the reader is referred to [107].

3.4 Results on 3D Configurations

In this section, we consider the following setup which arises in typical tele-immersive

applications:

Definition 9 We define 3DSPHERE as a setup where we are given a polyhedron

P, and a viewing sphere S such that P is totally contained in S.

We show that even when the viewing region is restricted to a sphere, there are

polyhedra with n vertices such that Θ(log n) points on the polyhedron can be shat-

tered from the viewing sphere S that contains P. Namely, we prove the following

theorem:

Theorem 10 The VC-dimension of 3DSPHERE is Θ(logn).

In the next two subsections, we present the upper and lower bounds for the

VC-dimension of 3DSPHERE, in lemmas 11 and 12, respectively.

3.4.1 Upper bound

In this section we present an upper bound on the VC-dimension of 3DSPHERE.

In [88], Platinga and Dyer define aspects as changes in the topology of the image

of a polyhedron. After presenting a catalogue of events (structural changes in the

image of the polyhedron), they construct the viewing space partition, VSP, which

is a partition of the viewpoint space into maximal regions of constant aspect. They

also present tight bounds for the number of regions in VSP. They show that the size

of the VSP for a general (i.e. non-convex) polyhedron under orthographic projection

is Θ(n6) and their model for the orthographic projection is exactly the same as

3DSPHERE with S at infinity.

54



Lemma 11 The VC-dimension of 3DSPHERE is O(logn).

Proof: Let Pm = {p1, . . . , pm} be any m points to be shattered on a polyhedron. If

we define an aspect as appearance/disappearance of pi, i = 1, . . . , m, and restrict the

camera locations to a sphere that contains the polyhedron, we can use the catalogue

of events in [88] to show that the size of the VSP for this new notion of aspects is

still Θ(n6). However, in order to shatter m points, one needs 2m distinct partitions.

Since we must have 2m = O(n6), we have m = O(logn) which gives us the desired

upper bound.

3.4.2 Lower bound

In this section we show that the upper bound log n on the VC-dimension of 3DSPHERE

is indeed tight, our main result is stated in the following lemma for theorem 10.

Lemma 12 For any given m, there exists a polyhedron P with Θ(2m) vertices such

that there are m marked points on P that can be shattered from 2m cameras on the

viewing sphere S.

Proof: We take a regular simplex (tetrahedron) T inside a viewing sphere S. Let

F be a facet (2-dimensional face) of T . We take a set M of m points slightly above

the center of F . Further, we place 2m cameras cω, ω ⊆ M , on S visible from each

point of M . We choose them so that no camera lies on a line determined by two

points of M .

Then, for any p ∈ ω ⊆ M , we choose a segment s(p, ω) having one endpoint on the

face F and intersecting the segment pcω and no other segments p′cω′, p′ ∈M,ω′ ⊆ M .

Clearly, we may choose the segments s(p, ω) pairwise disjoint. Then we replace each

s(p, ω) by a very thin simplex S(p, ω) growing out of the face F and intersecting the

segment pcω and no other segments p′cω′ , p′ ∈ M,ω′ ⊆ M . If the simplices S(p, ω)

are thin enough, then they are pairwise disjoint.
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Let P be the union of T with the m ·2m−1 simplices S(p, ω). Then P shatters the

set M and has m ·2m+1+4 vertices. It has a facet F ′ obtained from F by the removal

of m · 2m−1 triangular holes. We arbitrarily triangulate F ′. If we now perturb the

vertices of F ′, then P may be changed to a simplicial polyhedron P such that F ′ is

replaced by triangular facets corresponding to the chosen triangulation of F ′.

Proof of theorem 10: Theorem 10 is a direct consequence of lemmas 11 and 12.

3.5 Sensor Deployment by Sampling

In this section, we describe how VC-dimension properties of set systems can be

utilized in sensor-network deployment. Consider a scenario where deployment has

to be accomplished in one step and no intermediate information becomes available

during deployment. Further, suppose we can not place the sensors precisely. This

can happen, for example, when we deploy the network from an airplane. In the

worst case, we may have no control over the deployment and each sensor can fall

onto a random location. If this is the case, the crucial question becomes: How many

random samples are needed to cover the environment?

In answering this question, the first step is to model the device constraints,

typically using geometric objects. For example, one can model range constraints by

representing sensors with disks or field of view constrains using triangles. Line-of-

sight or visibility type of constraints can be modeled with star shaped polygons.1

We will need the following definition:

Definition 13 N ⊆ X is an ε-net for (X,R), if for all R ∈ R with |R| ≥ ε, we

have N ∩R 6= ∅.
1A star-shaped polygon is a polygon which contains at least one point from which the entire

boundary is visible.

56



Now suppose we would like to cover a square region A of unit area with disks

of area ε. Consider the set system (X,R), where X is the (infinite) set of all disks

with centers inside A and for every point p in A, there is a subset R(p) in R that

contains the disks that intersect p. Note that R(p) itself can be represented by a

disk of area ε. Therefore an ε-net for (X,R) intersects all the subsets in R, meaning

that all points in A are covered by the ε-net. It is worth emphasizing that all the

sets mentioned above are infinite. The crucial property here is that the set system

itself has a constant VC-dimension:

Theorem 14 ([42]) Let d be the VC-dimension of (X,R) and δ > 0. Then,

O(d
ε
log d

ε
+ 1

ε
log 1

δ
) points drawn at random from R is an ε-net with probability at

least 1− δ.

Therefore using theorem 14, we can sample a constant number of points (for a

given ε), independent of the size of X (which is infinite most of the time) and obtain

an ε−net with high probability.

102 random disks with ε =  0.10 196 random triangles with ε =  0.10

Figure 3.5: Coverage with sampling

Figure 3.5 shows some examples of coverage with random samples. In the left

figure a unit area is covered with disks of radius ε = 0.1. In this simulation
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d/ε log d/ε = 102 disks (with d = 3) were placed at locations chosen uniformly

at random from [0, 1]2. In the right figure, a similar experiment was performed for

identical triangles that cover the same area. However in this case, 196 sensors are

required as the triangle set system is a more complicated one with VC-dimension 5.

We conclude this section by giving examples of set systems with bounded VC-

dimension: Half-plane set systems have VC-dimension 3, arbitrary convex k-gons

have VC-dimension 2k + 1 which can be obtained easily. However, determining the

VC-dimension of set system can be rather tricky. A good example is [107] where the

VC-dimension of visibility set systems for simply connected regions is shown to be

a constant.

Of course, there are cases where we can have much more control over the deploy-

ment. In such cases, we can have a better estimate for the number of sensors. In the

next section, we present an algorithm that computes almost the optimal number of

sensors required for covering an object from a circle.

3.6 Placing Sensors on a Circle

In this section we present an efficient placement algorithm for the setup 2DCIRCLE.

The algorithm PlaceCircleGuards places guards so that every point p on the polygon

that is visible from at least one point on the circle is seen from some guard.

As shown in Lemma 3 the region of C from which any particular point p on P is

visible is a continuous arc.

Definition 15 Let q be a point on P . The visibility arc of q, Aq, is the set of points

on C that can see q. Aq is called a minimal arc if there is no point p on P such that

the arc Ap is properly contained in Aq.

Alternatively, the guard placement problem can be viewed as the problem of

hitting the set of minimal arcs.
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It is easy to see that hitting intervals on a line using minimum number of points

can be solved optimally by a greedy algorithm: Order the intervals with respect to

their right endpoints. Place a point to the leftmost right-end of an interval that is

not covered.

In order to hit the set of minimal arcs we start with an arbitrary point on c which

moves clockwise on C. We will maintain two lists:

• Covered: Contains all the portion of the boundary of P that is currently

covered. Initially empty.

• Active: The parts of the boundary that have been seen by c but not currently

covered. Initially contains the segments observed from the initial position of c.

For now, assume continuous motion of c. The algorithm proceeds as follows:

When c moves to the point c′ on V
If new boundary becomes visible from c′, add it to Active.
If a point in Active is not visible from c′,

Place guard g at c′.
Add the part of the boundary visible from g to Covered.
Remove the part of the boundary visible from g from Active.

c← c′

Repeat until Covered = P .

Obviously, we can not move c to all points on C. The main challenge in this

algorithm is to find a small finite set of “events” of interest along C. Let us define

appearance/disappearance of a point p on P as c moves in clockwise direction as a

visual event. In the next section we show that some visual events necessarily occur

before others. Therefore we can consider finitely many locations of c.

3.6.1 Visual events

By Lemma 3 for each point p there is an arc Ap = âb on which p is visible. We call

a the entrance of the arc and b theexit.
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Definition 16 Let e be a line segment (either an edge or a portion of an edge) on

the boundary of P . Then the weak visibility region of e is defined as
⋃

p∈eAp.

Let e be a line segment on the boundary of P . We can rotate P so that e is

horizontal and the exterior of P is locally above e. We will call this the canonical

orientation of P with respect to e. It is clear that in this orientation, the interior

of e can only be seen above the horizon defined by e. For two points a, b on the

viewing circle C and above this horizon we say that a ≤ b if a appears clockwise of

or coincides with b.

p p′

a
b

c

d

e

Figure 3.6: p is to the left of p′ implies c ≤ a and d ≤ b.

Lemma 17 Let P be oriented canonically with respect to line segment e on the

boundary. Let p, p′ be points in the interior of e with p to the left of p′. Let Ap = âb

and Ap′ = ĉd (see figure 3.6). Then c ≤ a and d ≤ b.

Proof: Suppose for contradiction that a < c. Then there is a point a′ between

a and c that can see p but cannot see p′. Clearly the boundary of the polygon

must intersect the segment a′p′. By definition the boundary of the polygon cannot

intersect the wedge formed by c, d, and p′ which lies to the right of this segment.

Thus the boundary of P must intersect a′p′ from the left. This will force it to first

intersect the segment a′p contradicting the assumption that p is visible from a′. Thus

we have a contradiction. A symmetric argument shows that d ≤ b.
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A useful corollary of Lemma 17 is that if [p, q] is a segment on the boundary of

P , then in any clockwise traversal starting from some point that does not see [a, b],

b appears before any point in (a, b) and a disappears after all points in (a, b).

Lemma 18 The weak visibility region of a line segment on P is a continuous arc.

Proof: Let p and p′ be two points on a line segment on the boundary of P . Assume

that we have canonical orientation and p lies to the left of p′. We show the lemma

by showing that one of the following must hold: Either Ap and Ap′ intersect or, for

any point x on C which lies strictly between Ap′ and Ap x can see some point on e

between p and p′.

Suppose Ap and Ap′ do not intersect. Then by Lemma 17 Ap′ = ĉd is to the left

of Ap. Let the segments dp′ and ap intersect at point o1 and the segments cp′ and bp

intersect at point o2. Suppose x is point between d and a and x is completely blocked

from seeing the segment pp′. Then either there is a portion of the boundary of P in

the sector defined by d, a, and o1 or there is a portion of the boundary of P in the

sector defined by p, p′, and o2. Either of these possibilities leads to a contradiction

with respect to the known visibilities.

3.6.2 The Algorithm PlaceCircleGuards

In this section we present the algorithm PlaceCircleGuards that mimics the greedy

hitting set algorithm outlined in the previous section.

Proposition 19 PlaceCircleGuards uses at most one more guard than optimal.

Proof: After PlaceCircleGuards has placed the first guard at point a on C we

remove all arcs that pass through a. At this point the C can be “opened” at a

and the remaining arcs can be viewed as intervals on a line. PlaceCircleGuards now

mimics the IntervalHittingSet algorithm which is optimal for this problem.
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PlaceCircleGuards(C, P)
Input: A circle C and a polygon P
Output: a set of points, G, on C such that G covers P .

G← ∅
pick an arbitrary point p on C
Active← {chains on P visible from p}
Covered← ∅
Qa ← ∅
for each vertex v of P

Find the visibility arc Av of v
Qa ← Qa ∪ {Av}

Sort Qa according to their exits
(*from now on we keep Qa always sorted*)
while Covered 6= P

for each chain s ∈ Active
Let a, b be the endpoints of s
Find the visibility arcs Aa and Ab

Qa ← Qa ∪ {Aa, Ab}
p← Head(Qa).exit
G← G ∪ {p}
remove all the arcs that intersect p from Qa

add the portions of boundary visible from p to Covered.

Table 3.1: Algorithm PlaceCircleGuards.

3.6.3 Analysis

In this section, we show that the running time of PlaceCircleGuards is polynomial

by showing that the number of line segments in the lists Covered and Active is

bounded by a polynomial.

Definition 20 We say a guard g splits a line segment s if s splits into two disjoint

line segments s1 and s2 after the removal of the portion of s visible from g. s1 and

s2 are called the children of s.

Lemma 21 Let e be an edge of P . During the course of the algorithm PlaceCircle-

Guards e may be split at most once and none of the children of e is split afterwards.
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Proof: Initially an edge may be split if the locations of the current set of guards do

not intersect the visibility arcs of its endpoints. However, as the algorithm proceeds

clockwise, none of the children will be split due to lemma 17.

Corollary 22 At any instance of the algorithm PlaceCircleGuards the size of the

list that contains visible line segments is at most 2n.

3.7 Concluding Remarks

Visibility of a polygonal or polyhedral configuration can be cast as a set system with

subsets defined by the visibility region of each camera. The minimal guard coverage

problem can then be formulated as a minimum set-cover problem. The constraints

imposed by the geometry of the setup can be captured with the VC-dimension of the

visibility set system. It was known [107] that the upper bound of the VC-dimension

for polygons is 23. In this work, we improved this bound for two cases of exterior

visibility: cameras on a circle containing the polygon and cameras outside the convex

hull of a polygon. The circle case has significant practical implications because it

minimizes the number of stations of a turn-table or a laser-scanner pedestal in 3D-

modeling and object inspection. For this case, we present an algorithm that uses at

most one more sensor than the optimal number of sensors necessary to capture the

object. The placement of cameras outside the convex hull is significant in surveillance

and image based rendering. For this case as well as the case of arbitrary placement

inside a polygon the existence of approximation algorithms with constant ratio is

still an open problem.

In the 3D case, we showed that for any n, a polyhedron with n vertices can be

constructed such that the VC-dimension of its exterior visibility is Θ(logn). These

results provide insights for sampling based sensor deployment algorithms.
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Chapter 4

Sensor Assignment

Primary applications of sensor networks are in surveillance and monitoring tasks

where targets are tracked by the sensors. In this chapter, we study a fundamental

problem that arises in such scenarios: How should we assign sensors to targets to

minimize the error in estimating the position of the targets?

In an adversarial setting, targets must be tracked in order to monitor suspicious

activity. However, target tracking need not be adversarial. For example, a sensor

network can track mobile robots so that the mobile robots can localize themselves.

Such tracking tasks also arise in location-aware computing [102] where devices query

sensors to localize themselves.

Unfortunately, the sensors used for these tasks are inherently limited, and indi-

vidually incapable of estimating the target state. Without additional constraints, a

minimum of two bearing sensors (such as cameras) are required to estimate the po-

sition of a target. For range sensors, three are required to localize a target (although

this can be reduced to two using filtering techniques). Noting that the measurements

provided by these sensors are also corrupted by noise, we realize that the choice of

which measurements to combine can greatly influence the accuracy of our tracking

estimates.

Consider a distributed set of such sensors charged with tracking groups of targets
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Figure 4.1: An instance of the Focus of Attention problem where eight cameras are
tracking four targets. Two cameras are needed to estimate the position of a target
and a camera can not track more than one target.

as illustrated in Figure 4.1. It would be unrealistic to assume that each sensor

could track multiple targets or that the network possessed unlimited computational

power and bandwidth. With this in mind, our problem can be viewed as an optimal

allocation of resources for target tracking. How should pairs of sensors be assigned

to targets so that the sum of errors in target position estimates is minimized? We

refer to this as the focus of attention problem for distributed sensors.

4.1 Related Work

Since the measurements of multiple sensors are combined to estimate target pose, our

work relates strongly to research in sensor fusion. Fusing measurements from mul-

tiple sensors for improving tracking performance has been the subject of significant

research [7]. However, the focus has been on combining measurements from sensors

(radars, laser range-finders, etc.) individually capable of estimating the target state

(position, velocity, etc.). As our sensors require the fusion of pairs of measurements,
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we desire instead an optimal assignment of disjoint sensor pairs to targets. This

added dimension changes the complexity of the problem entirely, and distinguishes

our work from previous approaches.

Within the robotics community, Durrant-Whyte et al. pioneered work in sensor

fusion and robot localization. This yielded significant improvements to methods used

in mobile robot navigation, localization and mapping [75, 27]. Thrun et al. have also

contributed significant research to these areas [103, 105]. However, our work distin-

guishes itself from traditional data fusion techniques in that the sensors themselves

are actively managed to improve the quality of the measurements obtained prior to

the data fusion phase, resulting in corresponding improvements in state estimation.

There has been other related research under the heading of sensor networks.

Cortes et al. investigated the issue of sensor coverage [23]. In their model a single

sensor is sufficient to cover a point. However, the quality of coverage decreases

with distance. Since in their model the sensors are mounted on mobile robots, their

work focused on the movement of sensors while ensuring optimal coverage. Our

work begins where the sensor coverage problem leaves off and is applicable when

multiple sensors are required for monitoring a single region. Jung and Sukhatme

examined a heterogeneous network of static and mobile sensors for target tracking

[60]. Using a region based approach, each robot attempts to maximize the number

of tracked targets per region. In contrast to our work, data fusion issues were not

considered. Lastly, Horling et al. [48] focused on network management optimization

to ensure target observability and synchronized sensor observations in order to better

estimate target position. In sharp contrast, our approach optimizes explicit sensor

error metrics to obtain an optimal or near optimal sensor-target assignment.
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4.2 The Focus of Attention Problem

The following are the standard definitions used for analysis of approximation algo-

rithms [46] that will be used in the chapter:

Definition 23 A polynomial time algorithm, A, is said to be an α-approximation

algorithm, if for every problem instance I, A produces a solution within a factor of

α of the optimal solution.

We say a problem is inapproximable, if for any α, obtaining an α-approximation

algorithm for the problem is NP-hard.

Definition 24 A polynomial-time approximation scheme (PTAS) is a family of al-

gorithms Aε : ε > 0 such that for each ε > 0, Aε is a (1+ε)−approximation algorithm

which runs in polynomial time in input size for fixed ε.

4.2.1 Problem definition

The focus of attention problem (FOA) is formally defined as follows: The input

consists of n targets, 2n sensors and a cost function c(i, j, k) which indicates the cost

of tracking target k using sensors i and j where i, j ∈ [1 . . . 2n] and k ∈ [1 . . . n]. In

the sequel, this cost represents the expected error associated with a position estimate

obtained by fusing the information from sensors i and j. We are required to output

an assignment: a set of n triples such that each target is tracked by two sensors, no

sensor is used to track more than one target and the sum of errors associated with

triples is minimized.

FOA is closely related to the following problem [34]:

Definition 25 (3D-Assignment) Given three sets X, Y and W and a cost func-

tion c : X × Y ×W → N , find an assignment A (that is a subset of X × Y ×W
such that every element of X ∪Y ∪W belongs to exactly one element of A) such that∑

(i,j,k)∈A c(i, j, k) is minimized.

67



3D-Assignment (3DA) is NP-hard [24] and inapproximable [18]. It is easy to

see that any instance of 3DA can be reduced to an instance of FOA just by setting

cFOA(i, j, k) = c3DA(i, j, k) whenever c3DA(i, j, k) is defined and infinite otherwise.

Moreover, since this reduction is approximation preserving, FOA with arbitrary costs

is not approximable as well.

However, usually the error is not arbitrary but a function of the camera/target

geometry. As we shall see in the preceding sections, it is possible to obtain efficient

algorithms for specific geometries and error functions. We start with cameras placed

on a single line.

4.2.2 Cameras on a line

In this section, we consider collinear cameras located on line l tracking targets on the

plane. The error associated with cameras i and j tracking target k is Zk

lij
where Zk is

the vertical distance of the target k to the line l and lij is the baseline, the distance

between the two cameras (see Figure 4.2). This metric can be used to gauge the error

in the stereo reconstruction 1 and gives a good approximation when the targets are

not too close to the cameras. Note that this error metric fails if the targets are very

close to the line l, therefore in this section we assume that there exists a minimum

clearance δ such that Zi > δ, for all targets i.

Suppose that the cameras are sorted from left to right and let ci be the coordinate

of the ith camera. The following lemma enables us to separate matching cameras

from matching targets to pairs.

Lemma 26 Let Zi be the depths of targets, Z1 ≤ Z2 ≤ . . . ≤ Zn and li be the

baselines in an optimal assignment sorted such that l1 ≤ l2 ≤ . . . ≤ ln. There exists

an optimal matching such that the target at depth Zi is assigned to the pair with

1In fact, a better approximation is Z2
k

lij
. However, when all the cameras are collinear, the depth

of a target is the same for all cameras and therefore for simplicity we assume that the depths are
squared and the error is Zk

lij
. The derivation of this error measure can be found in Section 4.3.
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c1 c2 c2n

t1

tn

z1

Figure 4.2: The Focus of Attention Problem on the line.

baseline li.

Proof: Suppose not. Then, in the optimal solution there exists two assignments

(Zi, lj) and (Zk, li) such that Zi > Zk and lj < li. Consider a new assignment

obtained by modifying the optimal assignment by switching the targets of the two

assignments. Since we have,

Zi

lj
+
Zk

li
>

Zi

li
+
Zk

lj
(Zi − Zk)

lj
>

(Zi − Zk)

li

this new assignment produces less error than the optimal solution – a contradiction!

Lemma 26 implies that once we choose pairs of cameras, the targets can be

assigned to these pairs in a sorted fashion where further targets are assigned to pairs

with larger baselines.

Performance of known heuristics

It is easy to see that a greedy assignment that assigns the furthest target the maxi-

mum available baseline can be arbitrarily far from optimal value: Consider the setting

in Figure 4.3 with four cameras where the two cameras in the middle are very close
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c1 c2 c3 c4

t1 t2

Figure 4.3: A greedy assignment assigns c1 and c4 to target t1 and gets stuck with
the pair (c2, c3). The optimal assignment in this case is to assign t1 to (c1, c3) and t2
to (c2, c4).

to each other. In this configuration, the greedy algorithm can produce an assignment

that is arbitrarily more costly than the optimal assignment: (t1, c1, c3), (t2, c2, c4).

Perhaps not so obvious is the performance of the following algorithm: Find a

matching between the cameras that maximizes the sum of the baselines and assign

these pairs to targets. This algorithm, which we call Match-Assign, gives a 3/2 ap-

proximation for the 3D-Assignment problem when the cost of a triple is the perimeter

of the triangle formed by the points in the triple [24].

The Match-Assign Algorithm can also be arbitrarily bad: Suppose there is one

target at Z = Z and n− 1 targets at Z = ε. Each camera ci is located at x = i
2n−1

,

i = [1, . . . , 2n].

First consider the matching (c1, c2n) and (c4i−2, c4i), (c4i−1, c4i+1) for i = 1, 2, . . . , (2n−
2)/4. The cost of this matching is 1+ 2(n−1)

2n−1
≈ 2 and the total error is Z+(n−1) 2ε

2n−1
.

Next, consider the matching that matches ci with ci+4. The cost of this matching

is also 4n
2n−1

≈ 2 but the total error is (2n− 1)Z
4

+ (n− 1) (2n−1)ε
4

.

Therefore, two matchings with equal sum of baselines may lead to errors such that

one can be made arbitrarily larger than the other and the Match-Assign algorithm

cannot be used to obtain a good approximation.

A 2-Approximation Algorithm

In this section we present a 2-approximation algorithm for the previous assignment

problem. The algorithm simply assigns camera i to camera n+ i and these pairs are
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then assigned to the targets according to Lemma 26. The algorithm is summarized

in Table 4.1. Let li be the baselines generated by our algorithm. Let OPT be any

optimal solution and l∗j be the baselines in OPT . The following lemmas show that

we can find a one-to-one correspondence between li and l∗j such that li are longer

than half of their corresponding pairs in the optimal solution.

CamerasOnALine(c1, . . . , c2n: camera positions,
z1, . . . , zn: target depths )

for i=1 to n
pi ← (ci, cn+i)

{p′i} ← Sort {pi} so that p′i is the ith largest baseline
{z′i} ← Sort {zi} so that z′i is the ith largest depth
for i=1 to n

assign p′i to z′i

Table 4.1: A 2-approximation algorithm for assigning cameras on a line to targets.

Lemma 27 For all i, there exists an index j such that li ≥ l∗j .

Proof: Let k be the the pair such that |(ck, cn+k)| = li.

Let A = {ck, ck+1, . . . , cn+k}. Since |A| = n + 1, in the optimal matching there

must be two cameras in A that match with each other and the baseline of that match

is at most li.

Lemma 28 Let S = {l1, . . . , ln} and OPT = {l∗1, . . . , l∗n}. For any A ⊆ S, |A| = k,

there exists a subset B ⊆ OPT, |B| = k and a bijection σk : A → B such that

li ≥ σk(li)/2 for all li ∈ A.

Proof: The lemma is proven by induction on |B| = k.

Basis: Existence of σ1 for k = 1 is a corollary of Lemma 27.

Inductive Step: Let ci and cj be the leftmost and rightmost cameras used by

the edges in A. Without loss of generality, assume that |cicn+i| ≥ |cjcn+j|. Let Y be

the subset of pairs in OPT that matches cameras in the set C = {ci, ci+1, . . . , cj}.
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Figure 4.4: The matchings produced by our algorithm (shown in dotted lines) can be
twice as bad as the optimal matching (shown in solid lines) by moving the furthest
target to infinity.

We first observe that |Y | ≥ k. This is because |C| ≥ n + k and hence at most

n− k cameras in C could be matched by OPT to cameras outside C.

The longest edge in B is easily seen to be at most 2|cicn+i|. We now recursively

compute σk−1 for A′ = A \ {(ci, cn+i)}. Let B′ be the range of σk−1. Since |Y | ≥ k,

Y must have at least one pair, say l∗, not in B′. We match this pair to (ci, cn+i):

σk(l) =

{
σk−1(l), if l ∈ A′ (4.1)

l∗, if l = (ci, cn+i) (4.2)

Therefore by Lemma 28 there exists a mapping σ from S to the optimal matching

such that li ≥ σ(li)
2

, ∀li ∈ S which gives us the desired approximation guarantee. This

analysis is tight, there are instances where our algorithm can be twice as costly as

the optimal cost:

The tight example consists of n/4 cameras at x = 0, n/4 cameras at x = 1 − ε,
n/4 cameras at x = 1 + ε and n/4 cameras at x = 2. There is one target at Z = Z
and n− 1 targets at Z = ε (see Figure 4.4).

The optimal cost in this case is Z
2

+(n−2) ε
1+ε

+ ε
2ε

. This is achieved by matching

c1 to c2n and cn
4
+1 to c 3n

4
and imitating our algorithm otherwise.
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Our cost in this case is is Z
1+ε

+(n−1) ε
1+ε

which becomes twice the optimal value

as Z grows to infinity.

We summarize the main result of this section in the following theorem.

Theorem 29 There exists an O(n logn)-time algorithm that simultaneously gives

a 2-approximation to minimizing the sum of errors metric as well as minimizing

the maximum error metric when the cameras are aligned and the cost of assigning

cameras i and j to target k is Zk

lij
where lij is the distance between the cameras and

Zk is the distance of target k to the line that passes through the cameras.

Simulation results

In this section, we present simulation results that contrast the performance of the 2-

approximation algorithm empirically with a static and a dynamic/greedy approach.

The simulation models the target tracking task as outlined in Section 4.2.2. Specif-

ically, we consider 10 cameras charged with tracking 5 targets performing a random

walk as shown in Figure 4.5 (a). The sensors measure bearings to targets. We assume

that the sensor locations are known without error, and each sensor is constrained to

tracking a single target at any given time. Measurements from pairs of sensors are

then merged (via triangulation) to obtain an estimate of the position of the target.

We modeled this scenario for two different algorithms.

Algorithm 1 initially assigned each target to the best available pair and kept

this assignment fixed throughout the simulation. Algorithm 2 employed a greedy re-

assignment strategy whereas Algorithm 3 employed the 2-approximation algorithm

presented in Section 4.2.2. In this approach, sensor pairs communicated target posi-

tion estimates (requiring O(n) communications), and sensor pair-target assignments

were dynamically updated as necessary.

We simulated the performance of these three algorithms for 10000 iterations. The

error in bearing was simulated by drawing samples from zero mean Gaussian with

σ = 1◦. The histograms of average error for the methods is shown in Figure 4.5
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(c) Greedy reassignment
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(d) 2-approximation algorithm

Figure 4.5: Case (a): A tracking scenario with targets performing a random walk.
Cases (b)-(d): Comparison of three algorithms. Histograms of the mean-squared
error (MSE) for tracking without reassignment (a), with greedy reassignment (b)
and reassignment according to the 2-approximation algorithm (c).
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(b-d). The mean squared error (µ = 2.69), and the variance of the error (σ2 =

2.73), produced by the 2-approximation algorithm is significantly lower than both

the greedy (µ = 4.48, σ2 = 21.02) and the static (µ = 15.30, σ2 = 35.93) approaches.

A PTAS for equidistant cameras

Our next result is a PTAS for equidistant cameras on the line. Specifically, we will

show that given any ε > 0, there is an algorithm to compute a (1+O(ε))-approximate

solution in nO(1/ε4) time (polynomial for any fixed positive ε). Without any loss of

generality assume that the distance between two consecutive cameras is 1, hence the

length of the line segment is 2n− 1.

Note that we can view any solution as a matching between the cameras such that

the weight on a matching edge (ci, cj) is equal to Zk

|cicj | if and only if cameras ci and

cj are assigned to the target k in the solution. We start with an overview of our

PTAS. There are three main ingredients of our scheme:

• In any optimal matching, a camera in the left half (first n cameras) must be

paired with a camera in the right half (last n cameras).

• Fix any optimal matching OPT. We distinguish between two types of camera

pairings (edges) in OPT. We call an edge e short if its length is at most εn,

and call it long otherwise. We show that all but a small fraction of the error

in OPT is incident on the long edges.

• Finally, we show how to find a matching that allows us to approximate the

length of each long edge in OPT to within a factor of (1− ε) and each short

edge to within a factor of 1/2. Since much of the error is concentrated on long

edges, this suffices to get an overall (1 +O(ε))-approximation.

In what follows, we formally develop this ideas.

Lemma 30 In an optimal matching the leftmost n cameras match with the rightmost

n cameras.
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Proof: Assume ci is matched to cj , i, j ≤ n in an optimal solution, OPT. This

implies that among the rightmost n cameras at least two of them match with each

other, say ck and cl. But then, this matching can be improved by pairing ci with ck

and cj with cl which contradicts the optimality of OPT.

EquidistCamsOnALine(c1, . . . , c2n: camera positions,
z1, . . . , zn: target depths, ε: error parameter)

p← ε2n; q ← 1/ε2

Partition leftmost cameras into L1, . . . , Lq (Figure 4.6)
Partition rightmost cameras into R1, . . . , Rq

M← set of all matchings of {Li} and {Ri}
for each matching M inM
{pi} ← Camera pairing produced by ComputeCameraPairs(M)
{p′i} ← Sort {pi} so that p′i is the ith largest baseline
{z′i} ← Sort {zi} so that z′i is the ith largest depth
Error(M) ← error produced by assigning p′i to z′i

return the best assignment
Subroutine ComputeCameraPairs(M: A partition matching)
S ← ∅
unmark all cameras
for i = 1 to q

for j = 1 to q
m← weight of matching edge type (i, j)
for i = 1 to m
c1 ← leftmost unmarked camera in Li

c2 ← leftmost unmarked camera in Rj

S ← S ∪ {(c1, c2)}
mark c1 and c2

return S

Table 4.2: A (1+ε)-approximation algorithm for assigning equidistant cameras on a
line to targets.

Let p = ε2n and q = 1/ε2. Partition the n points on the left into equal sized blocks

L1, . . . , Lq so that each block has p consecutive cameras. Similarly, we partition the

points on the right into equal sized blocks R1, . . . , Rq. Consider a camera pairing

(x, y) in OPT. We call it of type (i, j) if x is in Li and y is in Rj.
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L1 L2 Lq R1 R2 Rq

Figure 4.6: Partitioning the line segment: An edge that connects a camera in block
Li to a camera in block Rj is called an edge of type (i, j).

Li Rj

Figure 4.7: Assigning two edges of type (i, j) from Li to Rj . Note that the first two
cameras in Rj are already marked – i.e. have already been assigned to a camera in
Lk for some k < i.

Recall that an edge is called short if its length is no more than εn.

Lemma 31 The number of short edges is at most εn.

Proof: The lemma follows from the fact that the short edges may involve at most

1/ε left blocks connected to the 1/ε right blocks.

There are at most q2 (i.e. constant, for a given ε) different types of matching

edges in OPT. We can assume from here on that we know the number of edges

of each type in OPT. This is easily done by enumerating over all possible O(nq2
)

vectors of matching edge types. Note that we are not enumerating over all possible

matchings of cameras (the number all such matchings is n factorial). Instead, the

enumeration is over all possible types of edges. This gives us a q× q matrix T where

the entry T (i, j) is equal to the number of edges of type (i, j).

Given the matrix T , we use the following scheme to match the cameras. Initially,

all cameras are unmarked. Starting with the block L1, we do the following for each

block Li. Suppose T (i, 1) = x1, . . . , T (i, q) = xq. We first pair the x1 leftmost

cameras in Li to x1 leftmost unmarked cameras in R1. We mark all paired cameras.

Then we pair x2 leftmost unmarked cameras in Li to x2 leftmost unmarked cameras

in R2 and so on. See Figure 4.7.
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t1
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Figure 4.8: Figure for Lemma 33

Next, we show that the matching scheme described above produces camera pairs

that are not much shorter than the camera pairs in OPT.

Lemma 32 Given the matrix T that specifies number of edges of each type in OPT,

the matching scheme above decreases the length of each short edge by a factor 1/2 at

most, and each long edge by a factor of (1− ε) at most.

Proof: First observe that lengths of any two edges pairing a camera in some block

Li to another block Rj differ from each other by at most an additive ε2n term. This

immediately gives us the error bound for long edges as well as for short edges whose

length exceeds ε2n. All that remains to consider are edges that match vertices in

Lq to R1. Observe that in our greedy matching scheme, we pair cameras in Lq only

after all cameras in L1, ..., Lq−1 have been paired. Thus we pair cameras in Lq to the

rightmost possible cameras in R1, doing at least as well as the pairing in OPT for

this group.

Lemma 33 Let c1, c2, c3 and c4 be four cameras ordered from left to right, x = |c1c2|,
y = |c2c3|, z = |c3c4| with z > x. In addition, let t1 and t2 be two targets at distances

z1 and z2 respectively (Figure 4.8). If (c1, c4, t2) and (c2, c3, t1) are triples in an

optimal assignment then:

Z1

y
≤ Z2

(x+ y)

(x+ y + z)(y + z)
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Proof: Consider the assignment obtained by crossing the pairs: (c1, c3, t1) and

(c2, c4, t2) (see Figure 4.8). Due to optimality we have

Z1

y
+

Z2

x+ y + z
≤ Z1

x+ y
+

Z2

y + z

and the lemma follows by simple algebraic manipulation.

Finally, we show that all but a small fraction of the error weight in an optimal

matching is incident on the long edges.

Lemma 34 Let the weight (error) on an edge e for an assignment be Zi

|e| where Zi

is the depth of the target assigned to this edge and |e| is the distance between the

cameras connected by e. In any optimal assignment, the total weight on the short

edges is at most an 64ε fraction of the overall weight.

Proof: Let M and N be the leftmost and rightmost 3n
4

cameras respectively. In an

optimal matching, due to Lemma 30, the edges in M match with rightmost n edges

and at least n
2

of them are in N . Let B = {b1, . . . , bn
2
} be the set of any n

2
“big”

edges that match cameras from M to cameras in N and S = {s1, . . . , sk} be the set

of “small” edges. By Lemma 31, k ≤ εn.

Partition B into n
2k
≥ 1

2ε
groups Bi of size k arbitrarily.

We pick any group Bj and match the edges bi ∈ Bj to edges in S arbitrarily. Let

Zs
i and Zb

i be the depths of targets assigned to si and bi respectively. By Lemma 33

with x+ y ≤ n+ εn, x+ y + z ≥ n
2

and y + z ≥ n
4

we get:

Zs
i

si
≤ Zb

i

(n+ εn)
n
2

n
4

= Zb
i

8(1 + ε)

n
≤ 16Zb

i

n

Let w(S) be the total error in set S. Since a baseline can be of length at most 2n−1,

by summing up over the elements in S, we get w(S) ≤ 32w(Bj).
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Therefore we conclude:

w(B) ≥ w(Bi)

2ε
≥ w(S)

64ε

since the total weight is greater than w(B), the lemma follows.

Theorem 35 There exists a PTAS for assigning equidistant cameras on a line.

Proof: The matching described ensures that short edges in OPT are reduced by

at most a factor of 2 and long edges are within a factor of (1 + ε). Using Lemma 34

above, by combining these matchings, we get an overall 1 +O(ε)-approximation.

4.2.3 Range sensors on a circle

In this section, we consider range-sensors located on a circle C at equidistant intervals,

tracking targets that are located inside C. The error associated with a pair of range

sensors (c1, c2) and a target t is approximated by 1
sin θ

where θ = ∠c1tc2 (Figure

4.9). This is the Geometric Dilution of Precision (GDOP) for sensors that measure

distances from the targets. A brief discussion on the derivation of this error measure

can be found in Section 4.3.

In practice three range sensors are required for explicit target localization. How-

ever, target-tracking need not be an adversarial task. Consider a team of mobile

robots negotiating a sensor network. Pairs of sensor measurements could be paired

with heading information to enable localization. In this application, identifying

optimal pairs would prove useful for providing optimal position estimates while min-

imizing network transmissions.

For simplicity, assume there are 4n sensors and 2n targets. Let S be the set of

pairs generated by matching sensor i with sensor i + n which is 90 degrees away

clockwise from i. Assign the targets arbitrarily to pairs.

For two sensors c1 and c2, let x be a point inside C such that ∠c1xc2 = 3π
4

(see

Figure 4.10). Let Arc1(c1, c2) be the arc defined by c1, c2 and x and Arc2(c1, c2) be
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c1

c2

t1

t2

Figure 4.9: Geometric Dilution of Precision (GDOP): Each sensor c1 and c2 measures
its distance to target with some precision. The error in position estimation is shown
for two target locations t1 and t2. The error reduces as the angle θ = ∠c1tic2 gets
closer to π

2
.
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c1
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Arc1(c1, c2)

Arc2(c1, c2)

x

y

Figure 4.10: Sensors on circle: Left:The defective region for sensors c1 and c2 is
the shaded area defined by arcs Arc1(c1, c2) and Arc2(c1, c2). Right: The defective
regions are disjoint.

the arc axially symmetric with respect to the the chord c1c2. Note that Arc2 lies on

C.
Let Aij be the region inside Arc1(ci, cj) and Arc2(ci, cj). Since any target outside

the region Aij is viewed by an angle less than 3π
4

and greater than π
4

degrees from

(ci, cj), we call the region Aij a defective region for the pair (ci, cj). This angle is

enough to guarantee a 1.42-approximation since 1/ sin(3π
4

) < 1.42 and the least error

possible in this metric is 1. A target is good, if it is assigned to sensors c1 and c2

and located outside the defective region of (c1, c2). We summarize the properties

of defective regions in the following propositions, which can be proven using basic

geometric formulas.

Proposition 36 Any target outside the defective region of sensors c1 and c2 is

viewed by an angle less than 3π
4

and greater than π
4

from c1 and c2.

Proposition 37 Let c1, c2, c3 and c4 be four sensors π
2

degrees apart. Defective

regions of (c1, c2), (c2, c3), (c3, c4) and (c4, c1) are disjoint (Figure 4.10 right).

Having assigned the targets to sensors π
2

degrees apart we proceed as follows: We

scan the pairs assigned to each target ti. Suppose the current pair is (c1, c2).

82



c1

c2

c3

c4

t1

t2

c1

c2

c3

c4

t1

t2
c1

c2

c3

c4

t1
t2

Figure 4.11: Three possible cases for the location of target t2.

Now suppose that t1 assigned to (c1, c2) is defective (i.e. in the defective region

A12 of c1 and c2). Consider the pair (c3, c4), such that c3 (resp. c4) is the antipodal

of c1 (resp. c3) and the target t2 assigned to (c3, c4). Figure 4.11 illustrates the three

possibilities based on the location of t2.

• if t2 ∈ A34, we swap targets: the new assignment is (c1, c2, t2) and (c3, c4, t1).

• if t2 is good and outside A12 again we swap targets: the new assignment is

(c1, c2, t2) and (c3, c4, t1).

• if t2 is good and inside A12, we swap pairs: the new assignment is (c1, c4, t1)

and (c2, c3, t2).

The reason we picked the angle as 3π
4

is to make the defective regions disjoint:

As the right illustration in Figure 4.10 shows, by construction the defective regions

only intersect at the sensors. This makes each assignment have an error of 1.42 at

most. In addition, once an assignment is modified we never return to it. Therefore

this algorithm gives a 1.42-approximation for 1/ sin θ error metric.

The main result of this section is summarized in the following theorem:

Theorem 38 There exists an O(n)-time algorithm that simultaneously gives a 1.42-

approximation to minimizing the sum of errors metric as well as minimizing the

maximum error metric when the 4n sensors are equally spaced on a circle and the

cost of assigning sensors i and j to target k is 1
sin∠ikj

.
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Simulation results

In this section, we demonstrate the utility of the algorithm for range sensors on circle

for a cooperative localization task.

Target tracking need not be adversarial. In this simulation, n robots are operating

within a sensor network defined by 2n range sensors on a circle. The robots rely on

pairs of sensor measurements to estimate position. The resulting pair of position

estimates are then merged with odometry information to eliminate pose ambiguity.

Both the sensor and odometry measurements are corrupted with random Gaussian

noise.

Again, three algorithms were modeled. Each initiated with a globally optimal

assignment of sensor pairs to targets. In the first, this assignment was maintained

throughout the simulation. The second employed a greedy reassignment strategy at

each time step. Finally, Algorithm 3 followed the 1.42-approximation presented in

Section 4.2.3. In this case, the sensor pairs assigned to every two targets were chosen

from the initial four sensors assigned to the targets. Localization then proceeded with

each robot transmitting a position estimate to its assigned sensor pair. The sensor

pair in turn transmitted range measurements to the target. These measurements,

the knowledge of sensor positions and odometry measurements allowed each robot

to estimate its position at each timestep. The procedure then iterated.

Localization performance for the three algorithms is reflected in Figure 4.12. In

this example, 8 robots were tracked by 16 sensors over 10,000 time steps. The robots

localized while following pseudo-random trajectories through the network. Results

indicate significant improvements in localization performance can be achieved by

intelligently assigning targets to sensors.

Both our 1.42 approximation (MSE=68.4, σ2 = 29.3) as well as greedy re-

assignment (MSE=70.9, σ2 = 66.8) outperformed static assignment (MSE=87.5,

σ2 = 49.7). It is interesting to note that while greedy reassignment and our 1.42

approximation have nearly identical performance with respect to mean square error,
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(b) No reassignment
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(c) Greedy reassignment
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(d) 1.42-approximation

Figure 4.12: Case (a): A tracking scenario showing robot and sensor positions.
Cases (b)-(d): Comparison of three algorithms. Histograms of the mean-squared
error (MSE) for tracking without reassignment (a), with greedy reassignment (b) and
reassignment according to the 1.42-approximation algorithm (c). The latter reduces
both MSE and error variance over the alternative approaches.
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the performance guarantee of our approach results in a significantly lower variance.

It also scales far better computationally (O(n) vs. O(n3)) and requires far fewer

reassignments (2,206 vs. 61,241 out of 80,000 possible assignments).

4.2.4 Discussion: Universal Placement

Note that the analysis above shows that the equidistant placement for 1
sin θ

metric is

universal : When the cameras are placed equidistantly, no matter where the targets

are located, our algorithm guarantees a 1.42-approximation to the optimal matchings

generated by any placement of sensors on circle.

Similarly, a universal placement for cameras on a line segment [x, y] for the Z/b

metric would be to put half of the cameras on x and the other half on y, which

guarantees an optimal assignment for this metric.

4.2.5 Arbitrary sensor assignment

The inapproximability of FOA for general sensor assignment lead us to repose it as

its “dual” maximization problem. To do this, we define the notion of a valid track.

An assignment (ci, cj, tk) is considered a valid track if Err(ci, cj, tk) ≤ δ0, where δ0

represents an acceptable error threshold predefined by the user. The problem then

becomes: Given a set of sensors C with ci ∈ C, a set of targets T with t ∈ T , and an

error threshold δ0, construct a set of disjoint assignments A, where (ci, cj , tk) ∈ A iff

Err(ci, cj , tk) ≤ δ0, such that |A| is maximized.

In addition to arbitrary error metrics, this formulation allows us to deal with

occlusions in the scene: If target tj is not visible from camera ci, we delete all triples

that contain both ci and tj from the set of valid tracks.

When the error metric is arbitrary, this problem is equivalent to Maximum 3-Set

Packing2, which is known to be NP-hard [34]. It is also known that a simple greedy

2Given a 3-set system (S, C) – a set S and a collection C of size 3 subsets of S, find a maximum
cardinality collection of disjoint sets in C.
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GreedyAssign(A = {(ci, cj, tk)}: valid assignments)

S ← ∅
for all assignments a ∈ A

if a does not conflict with any assignment in S
S ← S ∪ {a}

return S

Table 4.3: Greedy algorithm for selecting valid assignments.

heuristic (Table 4.3) which adds any set to the solution as long as it does not conflict

is within a factor of 3 of the optimal solution. A 2-locally-optimal solution is defined

as a maximal solution that cannot be improved further by removing any item from

the current solution, and attempting to insert two non-conflicting items (Table 4.4).

It has been shown that any 2-locally optimal solution provides a 5
3

approximation

[41, 112]. If N = O(n3) is the number of valid tracks, the greedy algorithm can be

implemented in O(N) time, whereas finding a 2-locally optimal solution takes O(N2)

time. The details of the latter implementation can be found in [41].

2-LocalAssign(A = {(ci, cj, ck)}: valid assignments)

S ← GreedyAssign(A)
improved ← true
while improved

improved ← false
for all assignments a ∈ S

for all assignments b, c ∈ A \ S
if S \ {a} ∪ {b, c} is a valid solution
S ← (S \ {a}) ∪ {b, c}
improved ← true

return S

Table 4.4: A 2-local algorithm for selecting valid assignments. A solution is called
a valid solution if no two of assignments in the solution contain the same target or
camera.

One might suspect that a 2-locally optimal solution would yield an approximation
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factor better than 5
3

for restricted error metrics. However, this is not the case, even for

equidistant cameras on the line: Consider the example in Figure 4.13 with cameras on

a line, Z/b as our error metric and an error threshold δ0 = 1. There are five targets,

t1, . . . , t5 and z1 = 9, z2 = 7, z3 = 5, z4 = 3 and z5 = 1. Ten cameras c1 to c10 are

located at x = 1, . . . , 10. Optimum packing is five targets with (t1, 1, 10), (t2, 2, 9),

(t3, 3, 8), (t4, 4, 7) and (t5, 5, 6), represented by the nodes of the conflict graph shown

on the left in Figure 4.13. Suppose our solution is (t4, 3, 6), (t5, 8, 9) and (t3, 5, 10).

Note that it is not possible to remove a triple from this solution and insert two,

therefore it is 2-locally optimal. But this implies a 5
3

approximation, which shows

that the analysis is tight. It is possible to generalize this example to 5k targets, just

by replicating k instances of the same example and putting them on the top of each

other. Thus, the 5
3

lower bound is tight even for equi-spaced cameras on a line.

In the next section, we investigate the utility of the greedy and 2-local algorithms

through simulations.

Z = 1
Z = 3
Z = 5
Z = 7
Z = 9

(t3,5,10)

(t5,8,9)

(t4,3,6)

(t1,1,10)

(t2,2,9)

(t3,3,8)

(t4,4,7)

(t5,5,6)

Figure 4.13: Left: An instance of FOA. Right: The conflict graph for the optimal
solution and a 2-local solution: The nodes on the left (resp. right) represent the op-
timal (resp. 2-local) solution. There is an edge between two nodes if the assignments
conflict. In this case, a 2-local solution gives a 5

3
approximation, showing that the

analysis is indeed tight.
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Simulation results

In this last simulation, we examined the arbitrary sensor placement problem as

outlined in Section 4.2.5. For this example, 20 cameras were distributed roughly

uniformly on the plane and charged with tracking 10 targets. Here, the objective

was to maximize the number of valid tracks, in contrast to the error minimization

objective of previous simulations. Targets followed random trajectories, and were

tracked in simulation using particle filters. The respective particle sets were employed

to generate a numerical error metric for the targets as discussed in [96].

Two algorithms were investigated for this maximization approach. The first

employed a greedy assignment strategy, and the second a 2-locally optimal approach

as discussed in Section 4.2.5. The latter took the greedy solution as input, and as

a consequence could only improve on its performance. Reassignment was made for

both algorithms at each time-step. Several trials were conducted corresponding to

sparse and dense solution sets. Data from a representative trial can be found in

Figure 4.14.

In each trial, the 2-local solution improved over greedy by 5-15%. As expected,

the larger improvements corresponded to dense solution sets - i.e. when there were

more opportunities for finding local improvements. These results are by no means

encompassing, and provide only insights into expected performance which is a func-

tion of too many variables to address here. However, they imply that unless the

guarantee of improved performance is critical, the greater computational complexity

of 2-local may not be warranted by the expected performance improvement over

greedy for real-time applications.

4.3 Error Models

In this section, we present a brief discussion on the error functions used in this chap-

ter. In order to derive analytical functions for error estimation, we propagate the
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Figure 4.14: Left: Simulator snapshot for 2-local assignment trial. Center, Right:
The number of valid tracks recovered for greedy and 2-local search strategies. In this
example, 2-local improved over greedy by on average 15%.

error in the observables to position estimation by using a first order approximation

of the function used for estimation. For example, in stereo reconstruction, the ob-

servables are the pixel coordinates of the target in the images. The value we would

like to estimate is the depth (i.e. distance from the camera) of the target.

Suppose we have a function y = f(x) that is used for estimating the position of

the targets, y, given the observable x. Here, both x and y can be vectors. If the

error is unbiased, a small error ε in the measurement x propagates to our estimation

as y′ = f(x + ε) ≈ f(x) + Jε where J is the Jacobian of f (See [33], pp. 42–43).

A common approach is to use the determinant of the covariance of the transformed

variable y as an analytical error function:

Covy = J · Covx · JT (4.3)

Omnidirectional Stereo cameras

Given a point X = [x y z] in 3D, let (u1, v1) and (u2, v2) be the coordinates (in pixels)

of the projection of X onto the image plane of two cameras. If the two images are

rectified (parallel), we have v1 = v2. It is commonly assumed that the observation

in v is error-free. Hence, the depth of the world point, z, can be estimated by

z =
bf

|u1 − u2| (4.4)
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where f is the focal length of the cameras, b is the baseline and the quantity d =

|u1− u2| is called the disparity. By defining δ = d/f and taking the derivatives with

respect to δ, we obtain the standard deviation of the depth as:

σz =
Z2

b
σδ (4.5)

Hence, the propagation of error in disparity measurements to the depth estimation

is proportional to the quantity z2

b
.

Range sensors

Let ~r1 = [x1, y1] and ~r2 = [x2, y2] be the coordinates of two sensors that measure

their distances, r1 and r2, to the target located at ~r = [x, y]. Hence, we have the

measurements:

ri =
√

(x− xi)2 + (y − yi)2, i = 1, 2 (4.6)

By taking derivatives with respect to x and y, the determinant of the jacobian can

be shown to be:

|J | = |~r1||~r2|
~r1 × ~r2

= sin(θ) (4.7)

where θ is the angle between the two vectors ~r − ~r1 and ~r − ~r2.

General stereo setups

In this section we investigate the error in depth produced during the triangulation

step of stereo reconstruction. Consider the stereo setup in Figure 4.15 where two

cameras (left and right) are verging with angles αl and αr. The origin of the world

coincides with the image center of the right camera. The positive X axis of the world

is the ray ~OrOl. We assume that the vertical disparity is exactly zero and given by

the calibration parameters used for the image rectification. This means that we

constrain ourselves to the “flatland” (X − Z plane) and consider only variations in

vergence and baseline. Given a world point P, our measurement of depth can be

91



Z

P

f

Ol
Orb

X
β

α

Figure 4.15: Stereo set-up for depth triangulation given matches

expressed as a function of baseline b, vergence angles αl, αr, focal length f and the

world coordinates (X,Z):

xr =
f (X tanαr − Z)

X + Z tanαr

xl =
f (Z + (b− x) tanαl)

b−X − Z tanαl

The actual triangulation algorithm uses the projection matrices from calibration but

since the vertical disparity is assumed to be zero we can solve the system above

instead.

If we replace xl with f tanβl and xr with f tanβr the triangulated point reads

X =
b(sin(βr − βl + αl − αr)− sin(βr + βl − αl − αr)

sin(−βl + βr − αr + αl)

Z =
b(cos(βr − βl + αl − αr)− cos(βr + βl − αl − αr)

sin(−βl + βr − αr + αl)

In dense area based approaches we can assume that xl is exact and that matching

errors reflect only in the disparity d = xr − xl. The variance of the pixel disparity

can be approximately propagated into the depth variance as follows:

σ2
Z = (

∂Z

∂d
σd)

2. (4.8)

According to Cramer-Rao if our estimator is unbiased the above expression gives the

lower bound on the Z-variance. In the remainder of this section we are going to vary
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the ground truth depth, the vergence angles, and the baseline. For the non-varying

parameters each time we assume values equal to the calibration parameters of our

set-up. The focal length is 6 mm and consequently the pixel size is 15µm. The

average depth point for a typical scene is Z=125cm. We consider only the cases

where the cameras are verging symmetrically(αr = α, αl = 180o−α). All angles are

shown in degrees.

We compute (∂Z
∂d

)2 and plot the algebraically predicted relative depth error

σ2
Z/Z

2 which we call the theoretical error. To verify our formulae we also run a

synthetic experiment 1000 times adding Gaussian noise N (0, σd) and taking the

ensemble average for the relative error for the same depth point E[‖∆Z‖2]/Z2 which

we call synthetic error.
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Figure 4.16: Left: Error at X=12.5cm and Z=125cm as a function of vergence angle
α (b = 25, σd = 14.8µ, f = 0.6cm). Cameras verge at this point when α = 84.2894o.
Middle-left: Error at X=12.5, Z=125 when cameras are verging at this point with
changing baseline.αl = 180− tan−1[ Z

b−X
], αr = tan−1[ Z

X
], σd = 14.8µ, f = 0.6cm, b ∈

[30, 100]. Middle-right: Prediction Error for the point X=12.5cm and Z=125cm.
Left camera is centered at X=25cm, Z=0cm. The predicted view is at X=baseline,
Z=0cm. All cameras verge at the point X=12.5 Z=125cm. σd = 14.8µ, f = 0.6cm.
Right: Prediction error along the line X=12.5cm as a function of Z. α = 84.289o, b =
25, σd = 14.8µ, f = 0.6cm, Z ∈ [60, 200]. Cameras verge at Z=125. Each point in
the synthetic plot represents 1000 trials.

In the first experiment we study the error in reconstructing a fixed world point

when the fixation point of the cameras changes. This is equivalent to the question:

Given a person fixed at a position, should the cameras verge in front or behind the

person? Regarding correspondence we know that the cameras should fixate on the

person so that the disparity range is limited. However, regarding the triangulation
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step we observe both theoretically and synthetically that the error in depth is max-

imized when the cameras verge to the point of interest (Figure 4.16-left). Basu [90]

showed that we could obtain the opposite effect if the resolution were not constant

over the image but foveating.

In the second experiment, we keep the cameras fixating at the same point but

increase the base-line. As intuitively expected (Fig. 4.16-middle-left), the relative

depth error at the fixated point decreases with increasing baseline.

In the third experiment, we assume that the stereo set-up is fixed and we just let

the considered point in the scene move along the symmetry axis X = b
2
. As expected

(Fig. 4.16-middle-right) the relative depth error increases as we move away from the

cameras.

For the algebraic prediction of the second error metric, we assume that the novel

view is in the plane XZ with center at the point (X = bv, Z = cv) and vergence

angle αv. We compute the projection xv of the ground-truth point (X,Z) on the new

image plane and the projection x̂v of the reconstructed point (X̂, Ẑ). We then take

the derivative of the difference xv − x̂v with respect to the disparity. The variance

of this error metric is then

E[|xv − x̂v|2] = (
∂(xv − x̂v)

∂d
σd)

2

To study the discrepancy in the novel view at a point on the symmetry axis (Fig. 4.16-

right), we let the virtual camera move along the baseline and we observe that the

minimum of the error metric for the novel views occurs when the virtual camera lies

in the middle of the baseline.

4.4 Concluding Remarks

In this chapter, we have introduced the focus of attention problem and studied the

algorithmic aspects of managing the attention of a group of distributed sensors. We
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observed that for a general cost metric, the problem is NP-hard and not well approx-

imable. However, for constrained geometric cases we were able to exploit relations

between the sensor geometry and corresponding error metrics. From this, we ob-

tained: a 2-approximation for stereo cameras constrained to the same baseline, a

PTAS solution for the same geometry when the cameras are spaced equidistantly,

and a 1.42-approximation for 4n-range sensors equi-spaced on the circle. For ar-

bitrary sensor placement, we reposed the problem in a maximization vein. Using

results from maximum set-packing, we obtained a 5
3
-approximate solution. This

was implemented in simulation, and its performance contrasted against a greedy

approach.

Adjusting the focus of attention of the sensors reduces the overall tracking error

significantly. This is true when applied to both direct and filtered estimation prob-

lems, as demonstrated in sections 4.2.2 and 4.2.3, respectively. The 2-approximation

for stereo cameras and the 1.42-approximation for range sensors have several de-

sirable attributes. Their matchings have twofold approximation guarantees; the

sums of errors are bounded, as are the individual target errors. Additionally, they

are readily implemented, and are inexpensive both computationally (O(n logn) and

O(n), respectively) and in terms of network communications (O(n)). In simulation,

both showed significant improvements in performance over greedy/static assignment

strategies. The constraints to geometry are restrictive but still useful, and we are

currently working to extend these to additional configurations.

Empirical results for arbitrary sensor placement simulations indicate on average a

5-15% improvement for the 5
3
-approximate solution over a greedy approach. However,

the former is more expensive computationally (quadratic vs. linear in the number

of valid tracks). As a consequence, a greedy strategy may be preferred for real-time

applications.

While we feel these results provide a solid theoretical footing for the FOA prob-

lem, there is still significant room for future work. Using our error metrics, sensor
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configurations are limited to restricted geometries. This is addressed to a point by

our 5
3
-approximate solution for arbitrary sensor placement. However, it relies upon

an alternate objective function (maximizing low error tracks rather than minimizing

the total error). Strategies for minimizing the tracking error under general sensor

placement is the topic of ongoing work.

In the general FOA formulation, we have not addressed the subject of occlusions.

We have assumed that the individual targets are neither occluded by one another,

nor by clutter in the environment. Such an assumption is unrealistic. However, the

estimates from each sensor/target triple need not be used as direct estimates for

target positions. Rather, they can serve as inputs to traditional Bayesian filters (i.e.

Kalman or particle) which yield estimates of the target pose. The latter has shown

robustness for tracking features in a cluttered image [51]. For the arbitrary sensor

placement problem, general visibility constraints (range, occlusions, etc.) can also

be accommodated by merely eliminating the corresponding triples from the feasible

set of assignments.

Finally, we have only considered the case where each sensor is constrained to track

a single target during each time step. Such an approach is relevant for pan-tilt-zoom

cameras, or when the computational requirements of the tracking algorithm support

only a single target assignment. We have not addressed the case where multiple

targets are visible within a single camera’s field of view. We hope to answer such

questions in our future research.
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Chapter 5

Pursuit-Evasion Games in

Complex Environments

Many sensing require finding a moving object. As described in Section 1.2, this is a

challenging task for mobile robots who can not see all the points in the environment

at all times. As an example, consider an application where a mobile robot is used

to find intruders in a building. In this application, the intruders will try to avoid

being seen by our robot. Hence, our robot must move in such a way that no matter

how the intruders move, our robot will eventually see them. As another application,

consider a search-and-rescue mission where we would like to find a lost wanderer in

a desert. Such a person may be quite unpredictable. Therefore in this scenario as

well we need a motion plan to eventually find him – no matter how he moves.

Such problems are best formulated as pursuit-evasion games which are among the

fundamental problems studied by robotics researchers. In a pursuit-evasion game,

one or more pursuers try to capture an evader who, in turn, tries to avoid capture

indefinitely. A typical example is the homicidal chauffeur game where a driver wants

to collide with a pedestrian and the goal is to determine conditions under which

he can (not) do so. Among the numerous applications of this game are collision

avoidance and air traffic control.
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There are many different versions of pursuit evasion games based on the following

characteristics:

• Environment where the game is played: Examples include polygonal environ-

ments, airspace, a grid, or a graph.

• Information available to the the players: Do they know each others’ positions

all the time? Does the pursuer know evader’s strategy? Is there noise in the

observations?

• Models of players’ motion: Is player motion physically modeled using dynam-

ical systems with bounds on inputs or do they move discretely on graphs, one

edge at a time ?

• Definition of capture: In some games, the pursuer captures the evader if the

distance between them is less than a threshold. In other games, the pursuers

must intercept, see or surround the evader in order to capture it.

The main ingredient of a pursuit-evasion game is the presence of an adversarial

evader who actively avoids capture. Due the this aspect, the solutions to pursuit-

evasion problems are game theoretic and distinguish themselves from their target

finding counterparts (e.g. [91, 106]) where the evader’s motion is independent from

the pursuer’s.

Recently, there has been increasing interest in capturing intelligent evaders with

certain sensing capabilities who are contaminating a complex environment. Aside

from its obvious applications in search-and-rescue and surveillance, this problem

provides a natural test-bed for many mobile robot algorithms.

As stated in [38], complex environments impose geometric free space constraints

and pursuit-evasion problems in these environment inherit the complexity of mo-

tion planning. An additional source of complexity is visibility1. If the players have

1By visibility of a point x, we mean the set of points visible from x. Since visibility is a symmetric
relation in this work, this also is the set of points that can see x.
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line of sight visibility, then they can exploit occlusions in the environment. There-

fore, geometric complexity also imposes restrictions on the information available to

the players. Addressing these issues require an understanding of the combinatorial

aspects of the game.

There are two main approaches for modeling complex environments. A common

approach is to model the environment with a graph whose nodes correspond to

physical locations such as rooms. Alternatively the environment can be represented

by a polygon (possibly with holes) which usually corresponds to a 2D layout of the

actual environment. In the next sections, we present an overview of results from the

literature for both kinds of representations. We have included the results presented

in chapters 6 and 7 in the overview for completeness.

5.1 Pursuit-Evasion Problems: The Global Pic-

ture

In this section we present a taxonomy of pursuit-evasion games based on the evader’s

speed and visibility. In the sequel, we will assume that the pursuer has global

visibility (i.e. knows the position of the evader at all times). This is well-justified

when the game is played in a finite environment (finite graphs or bounded polygons).

In such environments, randomization gives the pursuer the power of global visibility

– the power of knowing the evader’s location at all times:

Let PG be a pursuer with global visibility and suppose there exists a winning

strategy for PG. This means that, no matter what the evader does, the game ends

in finite time, say T . Let S be the set of all possible evader strategies that last at

most T steps. In case of graphs, S may be the set of all paths of length at most

T . In case of polygons, the evader strategy must be discretized before enumeration.

For example, in visibility-based games, the evader’s location can be mapped to an

appropriate vertex of the polygon.
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The pursuer with local visibility, say PL, picks an evader strategy uniformly at

random from S and simulates the strategy of PG against the chosen evader strategy.

If he can correctly guess the (future) moves of the evader, he wins the game. Since

|S| is finite, the pursuer will eventuall make a correct guess in finite time with high

probability – simply by repeating the trials. Of course, this strategy may cause

an exponential increase in the time to capture the evader. Therefore, in most of

the existing literature, this approach is not taken for designing pursuer strategies.

However, since it simplifies the taxonomy, we have found this assumption useful.

Further, this randomized guessing strategy does not hold if the environment is

unbounded. For example, consider the following pursuit-evasion problem [72]: The

input is a pair (P, d)where P is the polygonal room the game is played in and d

is a door, a point marked on the boundary of P . The goal is to devise a strategy

for the pursuer to eventually see the evader, in such a way that the evader can not

escape through the door. In this game, the pursuer can not afford a wrong guess

and therefore the technique just described does not apply.

5.2 Pursuit-Evasion on Graphs

In this section, we present an overview of pursuit-evasion games on graphs. We

assume that the pursuer has global visibility (as justified in the previous section).

We also assume that the speeds of the players are normalized so that the pursuer

has unit speed: It can move from vertex u to v if (u, v) is an edge.

Hence, we can characterize pursuit-evasion games on graphs based on two pa-

rameters: the evader’s visibility and speed.

Evader’s visibility: Global visibility means that the evader knows the location

of the pursuer(s) at all times. By local visibility, we refer to the case where the

evader can see only the neighborhood of its current location. Local visibility can be

generalized to i-visibility meaning that the evader can see the vertices which are at
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most distance i from its current location.

Evader’s speed: The two well studied cases are infinite speed and unit speed.

The only way to capture an infinitely fast evader is to surround it, otherwise in no

time it can escape to any vertex v if there is a path from its current location to v

that avoids the pursuers. Unit speed means that the evader’s speed is the same as

the pursuers’. The players can move to a vertex in the next round only if that vertex

is adjacent to their current location.

Speed

Visibility

Speed

BA C D

Global

Same Inf Same Inf

Local

Figure 5.1: Pursuit-Evasion on graphs.

Combinations of these aspects is shown in Figure 5.1. Next, we describe the state

of the art for each case.

Box A – Zero Visibility/Same Speed: It has been known for a while [6] that

in the 0-visibility case, a single pursuer can capture the evader: A simple random

walk suffices to capture in time O(n2m) where n and m denote the number of vertices

and edges respectively. Recently Adler et al. presented a strategy that enables a

single pursuer to capture an evader with 0-visibility in O(n logn) time [2]. They also

showed that this bound is tight by presenting a matching evader strategy. In fact,

the same results apply even if the rabbit has infinite speed. Hence this problem is

closed.

Local visibility (i.e. 1-visibility) is studied in this thesis (Chapter 6). It is shown

that two hunters suffice on any graph and an algorithmic characterization of graphs
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on which a single hunter suffices is presented. However, the single-pursuer strategy

on these graphs may take possibly exponential time and the main open problem is

whether there exists pursuer strategies that capture the evader in expected polyno-

mial time.

If the evader has 2-visibility, we show that there are graphs that require Õ(
√
n)

pursuers. However, beyond 1-visibility is not well-studied.

Box B – Zero Visibility/Faster Evader: If the evader has no visibility, then

its speed is irrelevant and the O(n logn) capture time presented in [2] applies. The

intermediate cases (e.g. the evader is k times faster where k is a constant) are not

well-studied – perhaps due to the lack of a natural model for speed differences on

graphs. To the best of our knowledge, there is no previous work on pursuit-evasion

games on graphs with this model.

Box C – Global Visibility/Same Speed: This game is known as the the cops

and robbers game [82, 4, 13]. Structural and algorithmic characterization of graphs

on which a single pursuer suffices is known (these graphs are called dismantlable

graphs).

Determining the cop-number of a graph is an open problem. Special cases have

been studied in the literature. It is known that 3 cops suffice on planar graphs,

however this is not tight [4]. Clearly 2 cops are required for a cycle, but it is not

known whether there are planar graphs that require three cops.

Box D – Global Visibility/Faster Evader: The variant where the evader can

be arbitrarily faster than the pursuer is well-studied [87, 77]. Note that in this case,

the pursuers must surround the evader to be able to capture it. It is known that

determining the number of pursuers (known as the search number) is NP-Complete

[77, 67]. Similar to Box B, there is no previous work on pursuit-evasion games on

graphs where the evader is only k times faster where k is a constant.
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Visibility
Local Global

Speed
Same
∞

2 [Ch 6]
(?)

n [4]
n [77]

Table 5.1: Number of pursuers for pursuit on graphs: n means that the number can
be arbitrarily large.

5.3 Pursuit-Evasion in Geometric Environments

In this section, we consider games which take place in planar, bounded (typically

polygonal) environments. The main parameter of the environment is its connectivity.

A planar region is simply-connected if any simple closed curve inside the region can

be shrunk to a point. It is multiply-connected otherwise.

We will consider players with different visibility constraints. In the sequel, local

visibility refers to line of sight visibility: two points p and q see each other only if

the line segment pq lies entirely inside the polygon.

For the evader’s speed we will consider only the two extremes. Either the pursuers

will be as fast as the evader or the evader will be infinitely fast. Existing results in

the literature for intermediate cases are restricted to very simple environments (e.g.

inside a circle).

5.3.1 Capturing the evader

Let us start with games where the pursuer tries to capture the evader. Here, capture

means to be at the same point at the same time. First, let’s consider the case where

the players have the same speed . Different combinations based on environment

connectivity and evader’s visibility are shown in Boxes A-D of Figure 5.2.

Simply-connected Environments: In Chapter 7, we first present a strategy

for two pursuers to capture an evader with global visibility in a simply-connected

environment. Afterwards, we show the strategy of the two pursuers can be modified

so that a single pursuer can also capture the evader (Figure 5.2, Box B). This clearly
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Figure 5.2: Pursuit-Evasion in bounded environments. Visibility refers to the
evader’s visibility. The circled numbers indicate the number of pursuers known
to be sufficient for the corresponding case. An arrow shows a result that carries over
to another case. A question mark means that there is no known improvement over
the result that carried over.

means that a single pursuer is also enough for capturing an evader with local visibility

(Figure 5.2, Box A). However, the capture time for the global visibility case can be

exponential in the number of vertices of the polygon. It is not clear if the capture

time can be improved for the local visibility case.

Multiply-connected environments: If the players have global visibility and

the same speed, it is known that [4] three pursuers can capture the evader in a

multiply-connected environment (Figure 5.2, Box D). However, it is not known

whether two pursuers suffice or three is necessary. Further, if the pursuers have

only local visibility, the capture time may be exponential in the number of vertices

of the polygon. It is not known whether this is necessary or if the capture time can

be improved, at least for the local visibility case (Figure 5.2, Box C).
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5.3.2 Locating the evader

Next, we consider the game where the pursuers try to locate (or see) the evader.

Simply-connected Environments: In Chapter 7, we present a randomized

strategy that guarantees with high probability that the evader will be located in any

simply connected environment. The strategy works even if the evader has global

visibility (Figure 5.2, Boxes E and F). There is not much room for improving the

capture time in both cases.

Multiply-connected environments: If the evader has only local-visibility

(Figure 5.2, Box G), Phase One of the algorithm described in Section 6.2 can be

modified so that a single pursuer can locate the evader in any environment. There is

no room for improving the capture time. If the evader has global visibility but the

pursuers are as fast as the evader, clearly the result in Box D implies that three pur-

suers are enough (they can even capture it). However, it is not known whether this

can be improved. If the evader is faster, determining the exact number of pursuers

is NP-hard for multiply-connected environments [38].

Finally, we summarize known results for different visibility, speed and connectiv-

ity combinations. These results are summarized in Tables 5.2 and 5.3 for locating

and capturing the evader respectively. For locating an evader with infinite speed,

determining the exact number of pursuers is NP-hard for multiply-connected environ-

ments [38]. However, at most Θ(
√
h+logn) pursuers are required for any polygonal

environment with h holes and n vertices [38]. This number can be improved to

Θ(
√
h+ 1) using the result in Section 7.2.

Connectedness
Simple Multiple

(Visibility, Speed)
(Global, ∞)
(Global, 1)
(Local, ∞)

1 [Sec 7.2]
1 [Sec 7.2 ]
1 [Sec 6.2]

Θ(
√
h + logn) [38]

3 [4]
1 Sec 6.2

Table 5.2: Locating the Evader in a polygon: Θ(
√
h+ logn) result can be improved

to Θ(
√
h+ 1) using the result in Section 7.2.
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Few results are known for capturing the evader. If the pursuer is as fast as the

evader, then a single pursuer is enough (Section 7.3). However, what happens as the

evader gets faster is not well-understood.

Connectedness
Simple Multiple

(Visibility, Speed)

(Global, ∞)
(Global, 1)
(Local, ∞)
(Local, 1)

?
1 [Sec 7.3 ]
?
1 [Sec 7.3 ]

?
3 [4]
?
3 [4]

Table 5.3: Capturing the Evader in a Polygon.

In the next two chapters, we present new results for capturing and locating the

evader in complex environments, represented either by graphs (Chapter 6) or simply-

connected polygons (Chapter 7).
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Chapter 6

Pursuit-Evasion on Graphs

A natural representation for a complex environment is to use a graph. For example,

the vertices of the graph can correspond to the rooms of a building and the edges

may represent corridors.

Aside from robotics, studying pursuit-evasion on graphs have applications in

other fields. These games [87, 82, 77, 67, 13, 2] have been studied not only for their

applications in network security and protocol design (e.g. [8, 49]) but also for their

relations to fundamental properties of graphs such as vertex separation [29]. A

remark about the terminology: In the literature, the names pursuer-evader, cop-

robber, monster-princess, hunter-rabbit, sheriff-thief have been used somewhat syn-

onymously. Throughout this chapter, we adopt the hunter-rabbit term for it empha-

sizes the discrete nature of the game [9, 2].

In this chapter, we address a different aspect of the problem that has not received

much attention so far. We study the relationship between the information available to

the rabbit and the conditions to capture it. The basic model of our game is as follows:

The players are located on the nodes of a graph. At every time step, they move to

nodes in their neighborhoods (which includes the current node) simultaneously. We

say a rabbit is caught or captured if at the beginning of a time step it occupies the

same node as a hunter. We associate the information available to the rabbit with its
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visibility. If the rabbit has complete information about the location of the hunter(s)

during the entire game, we say the rabbit has full visibility. On the contrary, if the

rabbit has no information about the hunters, then we say it has no visibility.

In our present work, we study the game when the rabbit has local visibility. That

is, it can only see the nodes that are adjacent to its current location. When the

hunter is located at an adjacent node, the rabbit has complete information about his

location. However, if the hunter is not visible, then the rabbit must infer the hunter’s

location based on the time and location of their last encounter. Note that this model

is different from the “visibility-based pursuit evasion” work [38, 86], where the goal

is to eventually “see” an evader which has complete visibility and unbounded speed.

Recently, Adler et al. studied the game when the rabbit has no visibility [2].

They showed that a single hunter can catch the rabbit on any (connected) graph.

The full visibility version has also been studied [82, 13]. It is known that under the

full-visibility model, the class of graphs on which a single hunter suffices is the class

of dismantlable graphs. The number of hunters necessary to capture the rabbit on

a graph G is known as the cop (hunter) number of G. It is known that [4] the cop

number of planar graphs is at most 3 but the cop number of general graphs is still

an open question [81, 32].

a b c

R
H

Figure 6.1: On this graph, the hunter can not capture the rabbit using a deterministic
strategy.

An interesting aspect of our game is that on most graphs the rabbit can not be

captured using a deterministic strategy. A simple example is illustrated in Figure

6.1. Suppose, on this graph, the hunter has a deterministic strategy of visiting the
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labeled vertices in the order a, b, c. Then, we can design a rabbit strategy that

waits until the hunter arrives at b and escapes to a. Afterwards, while the hunter

is visiting c, the rabbit escapes to b and it is easy to see that by repeating similar

moves, the rabbit can always avoid the hunter. However, on this graph there is a

simple randomized strategy for the hunter: Pick one of the leaves at random and

visit that leaf!

Therefore, we will focus on randomized strategies. The previous body of work for

the full visibility case [82, 13, 81, 32, 4] derandomized the game by forcing the players

to move in turns, rabbit followed by the hunter. However, when the players move

simultaneously, the game is not well-defined for deterministic strategies even if the

players have full visibility: Suppose the game is played on a complete graph. In this

case it is easy to see that a single hunter can catch the rabbit simply by guessing its

location in the next turn. However, if the hunter’s strategy is deterministic, knowing

it, the rabbit would never get caught. Similarly, the hunter could always catch the

rabbit in a single move if he knew its strategy.

Our results and techniques: Our main result is an algorithmic characterization

for the local visibility case. We show that two hunters always suffice on general

graphs and present a polynomial time procedure that decides whether a single hunter

is sufficient to capture the rabbit on an input graph G. In order to obtain an

efficient decision procedure, we establish that the uncertainty in rabbit’s knowledge

of hunter’s location satisfies an interesting monotonicity property. This monotonicity

property turns out to be crucial for obtaining a polynomial time characterization.

In the winning strategy for two hunters, a central component is to have one

hunter mainly focus on keeping the rabbit on the move. This motivated us to study

a natural class of reactive rabbit strategies, where the rabbit moves only when the

hunter is in its sight. We show that the class of hunter-win graphs (i.e graphs on

which a single hunter suffices) against general rabbits is strictly smaller than the
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class of hunter-win graphs against reactive rabbits. We present a characterization

algorithm for reactive rabbits as well.

The characterization algorithms mark pairs of vertices according to certain rules,

where the pairs correspond to players’ positions. To understand the corresponding

hunter strategies on hunter-win graphs, we first present a hunter strategy for the full

visibility case. Next, we show that omitting one of the rules from the characterization

algorithms yields an algorithm that recognizes graphs that are hunter-win against

rabbits with full visibility. Using these two results, we show how the hunter exploits

the local visibility if the game is played on a graph G such that on G, the hunter can

win against a rabbit with local visibility but not against a rabbit with full visibility.

We note that when the rabbit’s visibility is extended to distance 2, there exist

graphs for which Ω̃(
√
n) hunters are necessary.

This chapter is organized as follows: In Section 6.1, we review necessary concepts

that will be used throughout the chapter. In Section 6.2 we present a winning

strategy for two hunters on general graphs. Next, we study the graphs on which a

single hunter suffices, both for reactive (Section 6.3.1) and general rabbits (Section

6.3.2). Section 6.4 is dedicated to the study of hunter strategies on hunter-win graphs.

A gap example distinguishing the power of the two types of rabbit strategies is also

presented in Section 6.4. We conclude the paper with a discussion on extensions

of our work: In Section 6.5, we study the implications of extending the rabbit’s

visibility and in Section 6.6 we study the capture time on hunter-win graphs.

6.1 Preliminaries

Throughout the chapter, we use the notation N(v) to denote the set of vertices that

are adjacent to v and we always assume that v ∈ N(v). Unless otherwise stated, n

denotes the number of vertices.

The game we study is formally defined as follows: It is played in rounds. In
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the beginning of a round, suppose a player (either a hunter or a rabbit) is located

at vertex v. First, the player checks N(v) and if there is another player located at

a vertex u ∈ N(v), this information is revealed to the player. In this case we say

the two players see each other. Next, all the players make a decision about where

to move and choose a vertex in their neighborhoods. At the end of the round, all

players move to their chosen vertex simultaneously. A hunter catches the rabbit if

they are located on the same vertex.

A reactive rabbit strategy is a rabbit strategy where the rabbit is not allowed to

move from a vertex v unless the hunter is in N(v). A rabbit strategy is general if it

is not forced to be reactive. In other words, the rabbit can move even if the hunter

is not visible. A (resp. non-)reactive rabbit is a rabbit that employs a (resp. non-

)reactive strategy. A graph G is hunter-win against reactive rabbits if there exists

a hunter strategy that catches any reactive rabbit on G with non-zero probability

for all possible starting configurations. A graph that is hunter-win against general

rabbits is defined similarly.

Configuration versus state: For a single hunter game, a configuration refers

to an ordered pair (h, r) which corresponds to the locations of the hunter and the

rabbit respectively. Note that this information may not be available to the rabbit at

all times due to its local visibility. A configuration (h, r) is adjacent if h ∈ N(r). We

use the notation < H, r > to denote the state of the game where r is the location of

the rabbit and H corresponds to the set of vertices where the hunter can possibly be

located (based on the information available to the rabbit). For the full visibility case,

if the current configuration is (h, r), the state is < {h}, r >. For the zero visibility

case, the state is either < G − {r}, r > or < {r}, r >. For the local visibility case

that we study, state has a more complex structure, and it evolves over time even

when neither the hunter nor the rabbit is in motion.

Suppose u and v are two nodes of a graph G such that N(u) ⊆ N(v). Then, the

operation of deleting u from G is called a folding of G and we say u folds onto v.
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A graph is called dismantlable if there is a sequence of folds reducing it to a single

vertex. We say u eventually folds onto v, if there is a sequence u0 = u, u1, . . . , uk = v

such that ui folds onto ui+1, 0 ≤ i < k. Let G be a dismantlable graph and ψ be

a folding sequence reducing G to a single vertex v. We can visualize ψ as a tree T

whose vertices are the vertices of G such that when rooted at v every vertex in T is

folded onto its parent.

If a graph G is not dismantlable, this means that after a sequence of foldings ψ it

reduces to a graph H which can not be folded any further. We refer to the graph H

as the residual graph of G, or just the residual, if G can be inferred from the context.

It is known that the residual is unique up to isomorphism [13]. We can visualize the

folding process for non-dismantlable graphs as a forest of trees Th hanging from each

vertex h ∈ H (see Figure 6.3). Th is composed of vertices that eventually fold onto h

and each vertex is folded onto its parent. We define ψ(u) = w if and only if u ∈ Tw,

w ∈ H . We note that the tree representation depends on the folding sequence ψ and

in general it is not unique.

6.2 A Winning Strategy with Two Hunters

In this section, we present a strategy with two hunters that catches the rabbit on

any graph. In general, a single hunter cannot always capture the rabbit. This can be

seen by considering a cycle of of length at least 4 as the input graph: The rabbit’s

strategy is to wait until the hunter becomes visible and move to its neighbor which

does not contain the hunter. This strategy guarantees that it will never get caught.

The strategy of the two hunters is divided into epochs that are comprised of two

phases. An epoch starts with the hunters located at a predetermined vertex. The

first phase starts at time t = 1.

In Phase One, two hunters move together and their goal is to see the rabbit.

To achieve this, the hunters generate a random vertex label v ∈ {1 . . . n} and move
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together to v. Afterwards, they wait at v until either (t mod n) = 0 or the rabbit

becomes visible. If the rabbit becomes visible at any time, the first phase is over

and the second phase starts. Otherwise, the hunters repeat the same process by

generating a new label v.

We claim that the first phase lasts only n2 logn steps with high probability. To

see this, let r1, r2, . . . be the location of the rabbit at times n, 2n, 3n, . . . Suppose the

hunters have not seen the rabbit until time i× n. At that time, the probability that

they generate a label in N(ri+1) is at least 1
n
. Since they generate a label after every

n steps, the first phase will be over in n2 log n steps with high probability.

In Phase Two the hunters try to catch the rabbit as follows: Suppose the second

phase starts at time t = t0 and let ti = t0 + i. At that time both hunters H1 and

H2 are at vertex h and the rabbit is at vertex r, with r ∈ N(h). For the rest of the

second phase, let ri denote the position of the rabbit at time t = ti and let us define

r0 = h.

The strategy of H1 is as follows: At time t = ti, he is located at ri−1. With

probability p1 = 1
n2 , he attacks the rabbit by generating a random neighbor of ri−1

and going there in the next step. With probability 1 − p1, he chases the rabbit by

going to ri in the next step. The second phase ends with failure if H1 attacks and

misses the rabbit.

The strategy of H2 is based on the following observation: If H1 chases the rabbit

for more than n steps, the rabbit must revisit a vertex by the pigeonhole principle.

Let u be the first vertex revisited and suppose at time tr, the rabbit visits a vertex

v ∈ N(u) for the first time before revisiting u. The goal of H2 is to enter v at the

same time with the rabbit. To achieve this, first he guesses u, v and tr. In order to

reach u, he chases H1 by moving to his location in the previous time step until u.

Afterwards, H2 waits until time t = tr − 1 and goes to v from u. We say H2 is in

chasing mode if he is following H1 and he is in attacking mode after he arrives at u.

The second phase ends with failure if H2 misses the rabbit when it arrives at v. To
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summarize, at time t = t0, the hunters are at r0 and the rabbit is at r1. When the

hunters are chasing, the locations of the rabbit, H1 and H2 at time ti are ri, ri−1, ri−2

respectively. The phase ends when either hunter attacks. If no hunter attacks within

n2 steps, they end the phase and move to the predetermined vertex to start a new

epoch.

Next, we state the crucial property of the strategy of the hunters.

Lemma 39 During Phase Two, the rabbit can not distinguish between the modes of

hunter H2.

Proof. If the attacking mode starts at time t = t1, the location of H2 is the same

for both modes. If it starts afterwards, we show that if the rabbit sees H2, it will

get caught with non-zero probability.

Suppose the rabbit sees H2 at time t = t2 which implies r2 ∈ N(r0). In this case,

with probability at least p1

n
, H1 can decide to attack from r0 to r2 at time t = t1 and

catch the rabbit.

Next, suppose the rabbit sees H2 at time t > t2. If H2 was in chasing mode at

that time, the fact that rabbit sees H2 implies ri ∈ N(ri−2). In this case as well, H1

could decide to attack in the previous step and catch the rabbit with probability p1

n
.

Therefore H2 must be invisible to the rabbit during the chasing mode. But, H2 will

also be invisible in the attacking mode because as soon as the rabbit enters a vertex

v where it can see H2, H2 can catch it by guessing v and the arrival time correctly.

Therefore in order to avoid getting caught, the rabbit must avoid seeing H2. But

then the information available to the rabbit will be same, no matter which mode H2

is in: H2 is out of its sight since the beginning of the second phase. �

Lemma 40 During Phase Two, the hunters succeed with non-zero probability.

Proof. As discussed previously, after the start of the second phase, the rabbit must

revisit a vertex u at time k ≤ n. If the rabbit does not see H2 until t = k, H2 can
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catch it with probability 1
n3 at least by guessing tr, u, v ≤ n. Note that H1 will still

be chasing the rabbit with probability at least 1 − k
n2 ≥ 1− 1

n
. On the other hand,

if the rabbit sees H2, it is caught with probability at least 1
n3 = min{p1

n
, 1

n3}, by

Lemma 39. �

The length of an epoch is O(n2 log n): Phase One lasts O(n2 log n) time with high

probability and Phase Two lasts Θ(n2) steps. We have established that in Phase

Two, the rabbit is caught with probability at least 1
n3 . Therefore after n3 logn epochs,

each of which last O(n2 log n) steps at most, the rabbit will be caught, yielding our

main result.

Theorem 41 Two hunters can catch a rabbit with local visibility on any graph with

high probability.

6.3 Hunter-win Graphs

In this section, we start the study of graphs on which a single hunter suffices. An

interesting feature of the strategy of two hunters is that one hunter makes the rabbit

move constantly, therefore forces it into making mistakes. This suggests that moving

when a hunter is not visible may be a disadvantage for the rabbit.

To study this phenomenon we introduce reactive strategies where the rabbit

moves only when the hunter is visible and ask the question whether the class of

hunter-win graphs against reactive graphs is equivalent to the class of hunter-win

graphs against general rabbits. The answer turns out to be negative:

a b c d e f g h

x y z w

Figure 6.2: This graph is hunter-win against reactive rabbits but not against general
rabbits.
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The graph in Figure 6.2 is hunter-win against reactive rabbits. The input graph

consists of a cycle and the gadget shown in the figure. The hunters strategy is to

drive the rabbit into the gadget, by chasing it along the cycle. Once the rabbit

is in the gadget, the hunter drives the rabbit to a vertex such that he can reach

another vertex (without being seen) whose neighborhood dominates the rabbit’s

neighborhood. Next, we present the details of the hunter’s strategy. In the following,

without loss of generality, we assume that the hunter knows the rabbit’s next move.

In order to capture the (reactive) rabbit, the hunter first chases it counter-

clockwise until the rabbit is at b and the hunter is at a. It can be easily verified that

the rabbit can not avoid reaching b without being captured.

If the rabbit moves to x from b, the hunter travels clockwise, arrives at c via y and

wins the game (Note that the rabbit, being reactive, will not move in the meantime).

Otherwise, if the rabbit moves to c, the hunter moves to b. In the next move, if the

rabbit moves to y from c, the hunter travels clockwise, arrives at d through e and

wins the game. If the rabbit moves to d from c, then the hunter moves to c.

From d (while the hunter is at c), the rabbit has two options (it will be captured

if it goes to y). If it moves to e from d, the hunter goes to y and then to z. The

rabbit must then move to w to avoid capture. In this case the hunter goes to f

and wins the game. Otherwise, if the rabbit moves to z from d, the hunter travels

clockwise again and arrives at e through g and w. From z the rabbit can only go to

y, in which case the hunter moves to d from e and wins the game.

Therefore, no matter which strategy it chooses, the hunter can capture a reactive

rabbit. However, once it arrives at b, a general rabbit can keep moving in the opposite

direction of a until it leaves the gadget. If the length of the cycle is greater than

14, the hunter can not reach the other entrance of the gadget before the rabbit and

therefore a general rabbit is safe on this graph.

116



6.3.1 Characterization of hunter-win graphs against reactive

rabbits

In this section, we describe an algorithm that recognizes hunter-win graphs against

reactive rabbits. The algorithm marks configurations (h, r) according to the following

rules.

Algorithm Mark-Reactive:

Mark all configurations (v, v) for every vertex v. (Initialization)

Repeat

Mark (h, r) if for all r′ ∈ N(r), there exists a vertex h′ ∈ N(h) with (h′, r′)

marked. (Stride Rule)

For all (h′, r) that are marked, mark (h, r) for all h ∈ N(h′) \ N(r). (Stealth

Rule)

Until no further marking is possible.

Next, we prove the soundness (if all configurations are marked, then the graph

is hunter-win) and completeness (if the graph is hunter-win, then all configurations

will be marked) properties of the marking algorithm.

Soundness: The proof is by induction on the round k in which a configuration is

marked.

When k = 1 only the configurations (v, v) are marked and the hunter trivially

wins the game in these configurations.

Suppose the configurations marked in the first k rounds are sound and consider

the configuration (h, r) marked during step k + 1. If (h, r) was marked using the

stride rule, during the execution of the game, the hunter can force a configuration

marked during the kth step with non-zero probability. Hence these configurations

are sound. If, on the other hand, the configuration (h, r) is marked by the stealth
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rule, we observe that the rabbit will remain at vertex r since the hunter is out of its

sight and hence hunter can reach the configuration (h′, r) which has been marked

during the previous steps. Therefore the stealth rule is also sound by the inductive

hypothesis.

Completeness: Clearly, if the rabbit is captured the game ends at a marked con-

figuration. Otherwise, we show that the rabbit can always stay in an unmarked

configuration and hence never get caught. Suppose there is an unmarked configura-

tion (h, r) and the hunter and the rabbit are at vertices h and r respectively. There

are two cases: If h ∈ N(r), the rabbit must have a move to a vertex r′ such that

there exists no h′ ∈ N(h) with (h′, r′) is marked. Otherwise (h, r) would be marked

by the stride rule. On the other hand, if h /∈ N(r), no matter which vertex h′ the

hunter moves, (h′, r) is unmarked. Otherwise (h, r) would be marked by the stealth

rule.

We can now state the result of this section which follows from the soundness and

completeness of the marking algorithm.

Theorem 42 A graph G is hunter-win against reactive rabbits if and only if the

algorithm Mark-Reactive marks all configurations.

6.3.2 Characterization of hunter-win graphs against general

rabbits

For reactive rabbits, it is easy to see that on a hunter-win graph every rabbit walk can

be intercepted (i.e. the rabbit gets caught) by the hunter in O(n3) steps. However, it

is far from being clear that such a polynomial length intercepting walk (i.e a witness)

exists for non-reactive rabbits. The difficulty is that at any point in time, the rabbit

can infer a subset H ⊆ V of possible hunter locations and plan its motion accordingly.

This suggests that the state of the game may require specifying arbitrary subsets of

vertices, potentially leading to exponential witnesses. Fortunately, we can establish

118



a monotonicity property to establish once again polynomial-size witnesses.

Let < H, r > be the state of the game where H is the set of possible hunter

locations when the rabbit is at r. When the rabbit and the hunter are at adjacent

vertices r and h respectively, the rabbit knows the hunter’s position with certainty

and therefore H = {h}. Now suppose the game starts at configuration (h, r).

Proposition 43 The hunter can reach an adjacent configuration from any starting

configuration (h, r).

The proof of Proposition 43 is implicit in the strategy presented in Section 6.2.

During Phase One, the two-hunters act as one and we showed that their strategy

ensures that the hunters and the rabbit will end up in adjacent vertices in n steps

with non-zero probability. This means that, no matter which path rabbit takes, there

exists a hunter-path of length at most n that leads to an adjacent configuration.

Proposition 44 A graph G is hunter-win if and only if the hunter wins starting

from any adjacent configuration.

Proof. If the graph is hunter-win, the hunter must win from all starting configu-

rations including the adjacent ones. Conversely, if the hunter can win from any

adjacent configuration, then starting from any configuration he can reach an adja-

cent configuration by Proposition 43, and win the game from here on. �

Therefore by Proposition 44, on a hunter-win graph, we can assume that the game

starts from an initial configuration where the players see each other. In addition,

without loss of generality, we assume that the rabbit moves so as to maximize the

time taken for capture and the hunter moves so as to minimize it.

We can view any hunter-win game as a sequence of rounds R1, . . . , Rp where each

round starts with the players located at adjacent vertices. Hence, the rabbit has full

knowledge of the hunter’s position. Clearly, there are at most n2 rounds and the

rounds do not repeat.
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Lemma 45 For the optimal hunter strategy, the length of each round is O(n2).

Proof. Partition the round into segments of length n+1 each. The rabbit must revisit

a vertex r within the same segment. Let < H1, r1 > and < H2, r2 > be the state

of the game during the first and second visits. First, we show that H1 ⊆ H2. This

is because, between r1 and r2, the rabbit can not visit any vertex u with u ∈ N(h),

h ∈ H1: If the hunter is at h, the rabbit would be captured. Next, if H1 = H2,

then the part of the hunter strategy between r1 and r2 is redundant and hence the

hunter can shorten the game. Therefore as the rabbit keeps visiting the same vertex,

its uncertainty is monotonically increasing and after at most n revisits the state of

the game becomes < G − N(r), r >. In this case, either the rabbit gets caught if

it moves or the hunter reveals himself, ending the round. Since the rabbit has to

revisit a vertex every n steps and there are at most n revisits, the lemma follows. �
Since the length of a round is O(n2) and there are n2 rounds, we conclude that

the total length of a hunter-win game is O(n4).

Our characterization algorithm for general rabbits is based on the existence of

such a polynomial size witness. We will mark only adjacent configurations: if the

adjacent configurations are all marked, by Proposition 44 the hunter wins from all

starting configurations. A general rabbit can move even if the hunter is not visible.

In order to capture this capability we need to generalize the stealth moves, described

next.

Stealth moves

A k-stealth move from configuration (h, r) with h ∈ N(r) to a marked configuration

(h′, r′) is defined as follows: For every rabbit path Pr = {r, r1, . . . , rk = r′} of

length k, the hunter has a path Ph = {h, h1, . . . , hk = h′} such that hi /∈ N(ri) for

i = 1, . . . , k − 1, hk ∈ N(rk) and (hk, rk) is marked. We refer to Ph as the stealth

path corresponding to Pr. A configuration (h, r) is marked by the Stealth Rule if for

all r′ ∈ Nk(r), there exists a k-stealth move to a marked configuration (h′, r′). Note
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that the Stealth Rule for k = 1 subsumes the Stride Rule.

Lemma 46 The markings corresponding to stealth moves are sound.

Proof. Suppose all previously marked adjacent configurations are sound and consider

the next adjacent configuration (h, r) marked by a stealth move of length k. At time

t = 0 the rabbit is located at r. Since we mark only the adjacent configurations, the

state of the game is < {h}, r >. Take any rabbit path of length k, and suppose at

time t = i the rabbit is at vertex ri. Let r′1, . . . , r
′
p be the vertices accessible from ri

in the remaining k − i steps and P1, . . . Pp be the corresponding stealth paths such

that at the end of k steps, Pi ends at vertex h′i and (h′i, r
′
i) is marked. Let Ei be the

event that the hunter has chosen path Pi, i = 1, . . . , p and let hi be the ith vertex

on Pi. The claim follows from the observation that no matter which path Pi the

hunter chooses, the information available to the rabbit is the same, namely hunter

was not visible for the last i steps. Therefore the state of the game is < H, r > where

{hi|1 ≤ i ≤ p} ⊆ H . Since the rabbit can not distinguish between the events Ei, no

matter which final destination r′j it chooses, the hunter can be at the corresponding

vertex hj and arrive at the already marked configuration (h′j, r
′
j). �

The stealth moves starting from configuration (h, r) and ending at configuration

(h′, r′) can be computed efficiently by dynamic programming.

We will need an intermediate look-up table T , with T [h, r, h′, r′, k] = TRUE if

and only if for any rabbit path {r, r1, . . . , rk = r′} of length k there is a stealth path

of length k that starts from h and ends at h′.

The entries of the Table T are filled as follows:

(i) T [h, r, h′, r′, 0] = TRUE iff h = h′, r = r′ and h′ ∈ N(r′).

(ii) T [h, r, h′, r′, 1] = TRUE iff h′ ∈ N(h), r′ ∈ N(r) and h′ ∈ N(r′).

(iii) T [h, r, h′, r′, k + 1] = TRUE iff for all u ∈ N(r) there is a vertex v ∈ N(h) \
N(u) with T [u, v, h′, r′, k] = TRUE, for 1 ≤ k ≤ n2.

We now present a marking algorithm that uses the look-up table T to compute

the stealth moves.
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Algorithm Mark-General:

Mark all configurations (v, v) for every vertex v. (Initialization)

Repeat

For all configurations (h, r) with h ∈ N(r), mark (h, r) if there exists an index

k ≤ n2 such that ∀r′ ∈ Nk(r), there exists a vertex h′ with T [h, r, h′, r′, k] = TRUE

and (h′, r′) is marked. (Stealth Rule).

Until no further marking is possible.

Lemma 47 If the graph is hunter-win, then the marking algorithm Mark-General

will mark all adjacent configurations.

Proof. Let (h, r) be an adjacent configuration left unmarked after the execution of

algorithm Mark-General. We claim that the rabbit can get to an adjacent configu-

ration (h′, r′) that is unmarked. Suppose not. This means that for any rabbit path

r, r1, r2, . . . , rk there is a hunter path h, h1, h2, . . . , hk with hk ∈ N(rk) and (hk, rk) is

marked. By Lemma 45, we have k ≤ n2. This implies that (h, r) would be marked

by the stealth rule, which gives us the desired contradiction.

Therefore, starting from any unmarked adjacent configuration (h, r), the rabbit

can reach another unmarked adjacent configuration. This means that the rabbit

will never get caught, since a capture implies that the game enters the configuration

(v, v) for some vertex v which is a marked adjacent configuration. �

Theorem 48 A graph G is hunter-win against general rabbits if and only if the

algorithm Mark-General marks all adjacent configurations.

Proof. If all the configurations are marked, G is hunter-win due to the fact that the

stealth rule is sound (Lemma 46). Conversely, if there is an unmarked configuration,

the rabbit is never caught by Lemma 47. �
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6.4 Global Visibility and Dismantlable Graphs

When the rabbit has global visibility, the stealth rule does not make sense. In fact,

we will show that the stride rule against reactive rabbits is sound and complete

against rabbits with full visibility.

Algorithm Mark-FullVisibility:

Mark all configurations (v, v) for every vertex v.

Repeat

Mark (h, r) if for all r′ ∈ N(r), there exists a vertex h′ ∈ N(h) with (h′, r′)

marked. (Stride Rule)

Until no further marking is possible.

It turns out that the algorithm Mark-FullVisibility recognizes hunter-win graphs

against rabbits with full visibility.

u

v

w
x

u′

Tw

H

Figure 6.3: Visualization of the folding procedure for a non-dismantlable graph. The
vertices w,v and x are in the residual H . Since there is no edge from w to x, the
edges shown with dashed lines can not exist.

We will need the following property of non-dismantlable graphs:

Proposition 49 Let G be a non-dismantlable graph, ψ be a folding sequence and

H be the residual. Let x and w be two distinct vertices in H and Tx and Tw be the

corresponding folding trees (see Figure 6.3). If there exist a vertex u ∈ Tw that is

adjacent to a vertex u′ ∈ Tx, then x ∈ N(w).
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Proof. Without loss of generality, suppose u was folded before u′. This implies that

the parent of u must be adjacent to u′. We replace u with its parent and continue

this process of propagating the edge between u and u′, which must eventually reach

the roots w and x of the corresponding trees. �

Theorem 50 The algorithm Mark-FullVisibility marks all configurations if and only

if the input graph is dismantlable.

Proof. Suppose the input graph G is dismantlable. We can prove that all config-

urations will be marked by induction on the order of G. Since G is dismantlable,

it must have two vertices u and v with N(u) ⊆ N(v). Let G′ = G − {u} and run

algorithm Mark-FullVisibility on G′. Suppose, inductively, that all configurations

in G′ are marked. Consider the marking algorithm for G which marks (u, u) first

and simulates the marking algorithm on G′ afterwards. In addition, whenever (x, v)

is marked for a vertex x ∈ G′, we also mark (x, u). This is possible since (x, v) is

marked implies that for all v′ ∈ N(v), there exists a vertex x′ ∈ N(x) with (x′, v′)

marked and N(u) ⊆ N(v). Next, we show that all the configurations (x, y) in G′

will also get marked in G. Suppose there exists a configuration (x, y) that is marked

in G′ but not in G. Consider the first such configuration that is discovered in the

marking of G. It must be that u ∈ N(y) and that for all x′ ∈ x, (x′, u) is not marked

at this point. Also, v ∈ N(y) since N(u) ⊆ N(v). Now using the fact that (x, y) gets

marked at this stage in G′, we know that there exists x
′′ ∈ N(x) such that (x

′′
, v)

is already marked. But then (x
′′
, u) must also be marked at this point according to

the modified marking rule. A contradiction! Thus, any (x, y) marked in G′ will also

be marked in G. It follows that for any x such that (x, v) is marked in G′, we can

mark (x, u) in G. It is easy to see that for any x, the configuration (u, x) will also be

marked in G since u is adjacent to v and, by the argument above, for all x′ ∈ N(x),

(v, x′) is marked.

Now suppose the input graph is not dismantlable. Let ψ be a sequence of folds

reducing G to a residual graph H . For any two vertices u ∈ G and v ∈ H , we claim
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that (u, v) is unmarked if ψ(u) 6= v. Suppose this is not true and let (u, v) be the

first marked configuration such that ψ(u) 6= v (Figure 6.3). Let w = ψ(u), w 6= v.

Note that v must have a neighbor x such that x /∈ N(w), otherwise v would fold onto

w. When (u, v) gets marked, there must be a vertex u′ ∈ N(u) such that (u′, x) is

marked. If ψ(u′) = x, this would imply x ∈ N(w) by Proposition 49. So it must be

the case that ψ(u′) 6= x. But then, the fact that (u′, x) is marked contradicts with

the fact that (u, v) is the first configuration marked with ψ(u) 6= v. Therefore, we

conclude that if the graph is not dismantlable, the marking process will not mark

all configurations. �

As stated earlier, it has been shown that the class of graphs that are hunter-win

against rabbits with full visibility are precisely the class of dismantlable graphs [13].

Therefore we obtain:

Corollary 51 A graph G is hunter-win against rabbits with full visibility if and only

if the algorithm Mark-FullVisibility marks all configurations.

1

2

3

4

5

6

7

8

9 10

1112

Figure 6.4: This graph is hunter-win against rabbits with local visibility. However,
a rabbit with full visibility never gets caught.

We know that there are non-dismantlable graphs that are hunter-win against

rabbits with local visibility. An example is shown in Figure 6.4. The labels on the
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vertices indicate their folding order: First, vertex 1 folds onto vertex 2, afterwards

vertex 2 folds onto vertex 9, etc. After folding vertices 1 to 8, vertices 9 to 12

can not be folded, leaving a four-cycle as the residual. Therefore this graph is not

dismantlable and consequently it is not hunter-win against rabbits with full visibility.

To see that the hunter wins against rabbits with local visibility, let us define the

mapping p : V → V where V is the set of vertices. For v ∈ V with 1 ≤ v ≤ 8,

p(v) is the vertex which v folds onto. We define p(9) = 2, p(10) = 8, p(11) = 6 and

p(12) = 4. The first observation is that the hunter wins the game if he can force the

rabbit to go to vertex 1 while he is at vertex 2. Next, we observe that if the rabbit is

at vertex v 6= 1 and the hunter is at p(v), the rabbit must move to a lower numbered

vertex. Now suppose the rabbit is reactive. In this case, it can be verified that for

any rabbit location r and for any hunter location h /∈ N(r), the hunter has a path to

p(r) that does not enter N(r). Therefore, by visiting p(r) repeatedly the hunter can

force a reactive rabbit to eventually move to vertex 1 and win the game afterwards.

Hence, the rabbit must have a non-reactive strategy, meaning that it must move

when the hunter is not visible. Consider the first time this happens: Suppose the

hunter and the rabbit are at vertices h and r with h ∈ N(r) and the rabbit takes

the path r → r′ → r′′ such that the hunter is not visible from r′. It can be shown,

by enumeration, that for any such vertices h, r, r′ and r′′, the hunter has a path

h → h′ → r′′ that captures the rabbit. Therefore the rabbit can not have a non-

reactive strategy either and the graph is hunter-win against both types of rabbits.

We conclude this section with an interpretation of Theorem 50: If G is a graph

that is hunter-win against rabbits with local visibility but not against rabbits with

full-visibility, the hunter captures the rabbit with local visibility using the stealth

moves.
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6.4.1 Hunter strategy for dismantlable graphs

Given a folding tree T rooted at vertex v, consider the vertex r rabbit is located. We

say the hunter is an ancestor of the rabbit if he is located on the path from r to v.

Suppose the vertices of T are ordered by their deletion times. The hunter strategy

is based on the following two lemmas.

hhh

r

rr
h′

h′

h′
r′

r′r′

r′

h > r′ > r r′ > h r′ < r

Figure 6.5: Hunter can always stay above the rabbit. The height of a vertex is
proportional to its label.

Lemma 52 Hunter can always maintain ancestry.

Proof. Suppose the hunter is at vertex h and is an ancestor of the rabbit who is

located at vertex r. Let r′ be the rabbit’s location in the next round. If h is a

common ancestor of r and r′ on the folding tree T , then the lemma is trivially true.

Otherwise, since h is an ancestor of r and (r, r′) is an edge, using basic properties

of foldings it can be shown that h is adjacent to a vertex on the path that connects

r′ to the root of T . We show that there is always such a vertex h′ with h′ ≥ r′ by

a case analysis on r′ (See Figure 6.5). Suppose for contradiction h′ < r′. We will

show that h must be adjacent to r′ thus allowing the hunter to catch the rabbit in

one step.

Case (h > r′ > r): In this case all the ancestors of h′ deleted before h (including

r′) must have edges to h.

Case (r′ > h): All the ancestors of r deleted before r′ (including h) must have

an edge to r′.
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Case (r′ < r): All the ancestors of h′ deleted before r (including r′) must have

an edge to h. �
In fact, not only the hunter can maintain ancestry, but also he can reduce his

height in the tree gradually and therefore get closer and closer to the rabbit.

v

p(v) Cr

Cp

Ch

r

hp

Figure 6.6: Hunter can make progress every time the rabbit revisits a vertex.

Lemma 53 Every time the rabbit revisits a vertex, the hunter can reduce its height

in the tree while maintaining ancestry .

Proof. Fix any rabbit cycle Cr and let v be the vertex with the lowest label on

this cycle and p(v) be its parent (see Figure 6.6). Since v was deleted first, p(v)

must have edges to the neighbors of v on the cycle, so we can make a new cycle

by replacing v with p(v). We continue this process until the cycle reaches h, the

location of the hunter (this must happen since hunter is an ancestor at all times).

Let us call this cycle C. Let Cp be the cycle just before C which contains h’s child

hp, instead of h. Consider the path P = {h} ∪ (C ∩Cp)∪ {hp}. If the rabbit follows

the cycle Cr, hunter can follow the path P and end up at hp which is lower than h.

�
We are now ready to present the hunter strategy on a dismantlable graph G.

First, the hunter builds the folding tree T for any folding sequence ψ. Afterwards, he

simply guesses the vertex the rabbit will jump to and jumps to the lowest possible
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ancestor of this vertex (see Figure 6.6). By Lemma 52 he can always remain an

ancestor of the rabbit. Further, he can reduce his height in T every time the rabbit

revisits a vertex (Lemma 53). Since the tree has a finite height, he can eventually

catch the rabbit.

6.4.2 Extension to non-dismantlable graphs

For non-dismantlable graphs, we can extend the notion of ancestry as follows. Sup-

pose the rabbit is at r and the hunter is at h. We say hunter is an ancestor of

the rabbit if there is a folding of the vertices such that in the corresponding forest

representation, h is located on the path from r to the root of the tree that con-

tains r. Once the hunter establishes ancestry, it is easy to see that Lemma 52 and

Lemma 53 still hold –both for reactive and general rabbits. Therefore the hunter

can win the game afterwards. Note that the hunter can trivially establish ancestry

on dismantlable graphs.

In addition, if we define each vertex as its trivial parent, it is clear that the rabbit

wins the game if the hunter can never become an ancestor. Therefore the class of

hunter-win graphs is precisely the class of graphs on which the hunter can become an

ancestor. One can view the stealth moves as giving the hunter the power to become

an ancestor on non-dismantlable but hunter-win graphs such as the one in Figure

6.4.

6.5 Extending the Rabbit’s Visibility

Let us define rabbits with i-visibility as the rabbits who can see all vertices within

distance i. It is known that one hunter always suffices to catch rabbits with 0-

visibility [2]. Throughout this chapter, we studied rabbits with 1-visibility and es-

tablished that 2 hunters always suffice to catch such rabbits. A natural question is

how many hunters suffice when the rabbit has i-visibility.
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Surprisingly, the number of hunters required for 2-visibility is unbounded: Con-

sider the random bipartite graph G = (U, V, E) with |U | = |V | = n and each edge

(u, v) is added with probability 1/
√
n.

For an arbitrary vertex u, let xi be the 0/1 random variable, which takes the

value 1 if and only if (u, i) ∈ E. The size of N(u) then becomes a random variable

X =
∑

i xi with the expected value of E[X] = n · 1√
n

=
√
n.

Using the Chernoff bound (see [79], pp70) with δ = 0.5,

Pr[X < (1− δ)E[X]] < exp (−E[X]δ2/2) = exp (−√n/8) (6.1)

Let E1 be the event that a vertex has neighborhood of size less than
√
n/2. Using

the union bound and Equation 6.1, the probability of E1 is at most n
exp (

√
n/8)

.

Let us also define the random variable yi which takes the value 1 if and only if

(u, i) ∈ E and (v, i) ∈ E. Here, v 6= u is an arbitrary vertex. Let Y =
∑

i yi be the

size of the common neighborhood N(u) ∩N(v) with E[Y ] = n · 1√
n
· 1√

n
= 1.

To bound the value of Y , we use the equation (see [79], pp71)

Pr[Y > (1 + δ)E[Y ]] < 2−(1+δ)E[Y ] =
1

n3
(6.2)

where δ is chosen such that (1 + δ) = 3 log(n).

Let E2 be the event than no two vertices have common neighborhood of size

greater than 3 log(n). Summing Equation 6.2 over all pairs of vertices and using the

union bound, we get the probability of E2 is at most 1
n
.

The probability that none of the events, E1 and E2 happen is at least

p = 1− n

e
√

n/8
− 1

n
(6.3)

Since p becomes non-zero as n grows large, this means that for any (large) n, there

exists a graph G∗ where every vertex has at least
√

n
2

neighbors and the common

neighborhood of any two vertices has size at most 3 log n.

Now suppose a rabbit with 2-visibility is evading G∗. Note that the rabbit can

see the hunters all the time. Without loss of generality, suppose the rabbit is located
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at a vertex u ∈ U . We can also assume that all the hunters are located in U without

any decrease in their power. It easy to see that, on G∗, the number of hunters

required is at least (
√

n
2

)/(3 logn) = Ω̃(
√
n). Otherwise the rabbit will always have

a safe vertex not accessible by the hunters.

6.6 Capture Time on Hunter-win Graphs

When the graph is hunter-win, we know that for any evader strategy, there is a

polynomial length hunter strategy for capturing the rabbit. If the hunter had global

visibility, then he could watch the rabbit’s moves at all times and execute the corre-

sponding strategy. However, even if the hunter has no visibility, he can still capture

the rabbit:

Let G be a hunter with global visibility and suppose there exists a winning

strategy for G. This means that, no matter what the rabbit does, the game ends in

finite time, say T . Let S be the set of all possible rabbit strategies that last at most

T steps. Note that S is at most as big as the set of all paths of length at most T .

In order to capture the rabbit, the hunter with local (or no) visibility, say L,

picks strategy uniformly at random from S and simulates the strategy of G against

the chosen rabbit strategy. If he can correctly guess the (future) moves of the rabbit,

he wins the game. Since |S| is finite, the hunter will eventually guess the correct

rabbit strategy and capture the rabbit.

Of course, this strategy may cause an exponential increase in the time to capture

the evader and it is not clear if this increased capture time is necessary. For example,

in Section 6.2, we showed that two hunters can capture the time polynomial in the

number of vertices. In the next section, we show that in a large class of graphs,

called chordal graphs, a single hunter can capture the rabbit in polynomial time.
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6.6.1 A strategy for chordal graphs

In this section, we present a polynomial time pursuer strategy for capturing evaders

on chordal graphs.

A graph is chordal if every cycle of length at least 4 has a chord – an edge

connecting non-consecutive vertices on the cycle.

Definition 54 Let C = {v1, . . . , vk} be a cycle of a chordal graph G. Three vertices

vi, vi+1 and vi+2 form an ear of C if (vi, vi+2) is an edge.

First, we prove the following Lemma:

vk

vkvk

vl

vlvl
C1 C2

C

Figure 6.7: Every cycle C of a chordal graph has at least two ears.

Lemma 55 Every cycle C of a chordal graph has at least two ears.

Proof: Let C = v1, . . . , vk. If k = 3 the Lemma is trivially true. Otherwise,

since G is chordal, C must have a chord (vk, vl) for some k and l. Therefore we can

divide C into two cycles C1 and C2 that starts and ends at vk by following C in

counter-clockwise and clockwise directions respectively (see Figure 6.7). Further, we

can view this process as a tree whose root is C and left (resp. right) child is C1 (resp

C2). It can be easily verified that the leftmost and the rightmost leaves of this tree

give the chords stated in the lemma.

We now present a hunter strategy that catches the rabbit in polynomial time on

chordal graphs.
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t

h

Figure 6.8: Chasing the rabbit on chordal graphs.

The hunter’s strategy is divided into phases: In the beginning of a phase, the

hunter establishes visibility using the strategy of the previous section. Let h and r

be the locations of the hunter and rabbit when they see each other. Consider T , the

separator tree of G, rooted such that the separator that contains h is the root of

T . The hunter’s strategy is to chase the rabbit for t steps and to attack at time t,

where t is chosen randomly from 1 to n. Suppose the rabbit jumps up to a vertex

t, see Figure 6.8. Since the separators are cliques, there is a vertex s on the cycle

such that the edges taken by the rabbit from s on, together with the edge (s, t) is a

cycle. Therefore on this cycle there are two indices i and j as defined in Lemma 55

and either (vi, vi+1), (vi+1, vi+2) or (vj , vj+1), (vj+1, vj+2) does not contain the edge

(s, t). But this means that, at some point during the chase the hunter was at vi, the

rabbit was at vi+1, the rabbit went to vi+2 and (vi, vi+2) ∈ E. Hence by guessing the

time the rabbit will jump up the hunter gets a 1
n

probability of catching the rabbit

at every phase.

Lemma 56 The hunter catches the rabbit in time O(n2 log n) with high probability.

Proof: It is easy to see that, using the strategy presented in the previous section, the

hunter can see the rabbit in time O(n2 log n) with high probability. Afterwards, since

it catches the rabbit with probability at least 1
n

at every n steps, by the Chernoff

bound it catches the rabbit with high probability after O(n2 logn) steps.
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6.7 Concluding Remarks

In this chapter, we have studied a pursuit-evasion game where the players have

only local visibility. We showed that two hunters can catch the rabbit with high

probability on any graph. In addition, we presented an algorithmic characterization

of graphs on which a single hunter suffices for capture. To the best of our knowledge,

this is the only pursuit-evasion game in the literature where the pursuers’ strategy

explicitly exploits the local visibility of the evader.

An important aspect of the game is the time required to catch the rabbit. For

0-visibility, one hunter succeeds in time O(n logn) [2]. For 1-visibility we showed

that two hunters succeed in Õ(n5) time. However, it is not clear whether a single

hunter can catch a rabbit on a hunter-win graph in polynomial time. We showed

that this is possible for chordal graphs. Our future work includes investigation of

this issue for dismantlable as well as general hunter-win graphs.
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Chapter 7

Pursuit-Evasion in Geometric

Environments

Pursuit-evasion games on graphs allows us to model arbitrary sensing models and

environment complexity. It has one drawback though: The motion and visibility

are coupled. That is, the set of vertices a player can reach in the next time-step is

the same as the set of vertices the player can see. However, in typical mobile robot

settings, the sensing range is much larger than the set of points the robots can move

in the next time step. Therefore, in this chapter we study the same game played in

a polygonal environment.

Perhaps the most well-understood game in this context is the visibility-based

pursuit-evasion where one or more pursuers try to locate an evader in a polygonal

environment [99, 86, 38]. In this game, the evader is very powerful: it has unbounded

speed and global visibility, meaning that it knows the location of the pursuers at all

times. In [110, 44] the authors study a similar game in a probabilistic framework

and propose a greedy algorithm.

The main ingredient of a pursuit-evasion game is the presence of an adversarial

evader who actively avoids capture. Due the this aspect, the solutions to pursuit-

evasion problems are game theoretic and distinguish themselves from their target
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finding counterparts (e.g. [91, 106]) where the evader’s motion is independent from

the pursuer’s.

In our present work, we propose randomized pursuer strategies for the visibility

based pursuit-evasion problem. Randomization is a powerful technique which allows

us to solve many problems that are not solvable by deterministic algorithms and has

found wide-spread applications in many areas ranging from computational geometry

to cryptography.

As we show in the following sections, it turns out that randomization provides

a drastic increase in the power of the pursuers. For example, it is known that

there are simply-connected environments where Θ(log n) pursuers are required [38]

in order to locate the evader with deterministic strategies. In contrast, we show that

a single pursuer can locate the evader in any simply-connected environment with

high probability, even if the evader knows the pursuer’s location at all times and has

unbounded speed (Theorem 58). The power of randomized strategies comes from

the fact that the evader has no prior knowledge of the random decisions inherent in

such strategies. It is worth noting that the randomized strategies work against any

evader strategy and require no prior information about the strategy of the evader.

We also address the harder task of capturing the evader. For this problem we

present a strategy for two pursuers, one of which is at least as fast as the evader. The

strategy is based on the randomized strategy to locate the evader and the solution

of a known lion and man problem [92] which is reviewed in Section 7.3.1. The same

strategy can be used to capture the evader while protecting a door. This problem

was introduced in [72] to model scenarios where the goal is to locate the evader which

may leave the polygonal area through a door and win the game.

The two-pursuer strategy can be modified so that a single pursuer can also capture

the evader. However, the expected time to capture in this case, though finite, may

be significantly longer than the expected time to capture with two pursuers.
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7.1 Randomized Strategies

The power of randomization in the context of pursuit-evasion games is nicely illus-

trated by the example in Figure 7.1. A similar example can be found in [38].

B C

A D

Figure 7.1: A single pursuer can not capture an evader using deterministic strate-
gies.

In this example, a single pursuer can never locate the evader using a deterministic

strategy: Let us distinguish four points A,B,C and D as shown in the figure. We

will slightly abuse the notation and use these points to refer to the maximal convex

region inside the polygon that contains these points as well. Now suppose the pursuer

has a deterministic strategy of visiting those points in the order A,B,C,D. In this

case, the evader can first hide at B and escape to D while the pursuer is visiting A.

Afterwards, it can repeat the same strategy and escape to B when the pursuer is

at C. If the pursuer visits the points in a different order, it is easy to see that the

evader can find a similar strategy and avoid the pursuer. Therefore, in this polygon

one pursuer can never locate the evader.

Now consider the following randomized strategy: Instead of committing to a

deterministic strategy, the pursuer selects one of the regions {A,B,C,D} uniformly

at random and visits that point. It is easy to see that if the pursuer guesses the region

where the evader is located, then the evader can not escape and the probability of

this desired event is 1
4
. The crucial observation is that since the evader does not

know which region the pursuer will visit, it can not choose a strategy based on the
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order of points visited by the pursuer.

One might suspect that the desired event of locating the evader is not guaranteed

since the pursuer can keep guessing a wrong corridor forever. However, this proba-

bility can be made arbitrarily small by repeating the same strategy a few times. This

is because, if k is the number of trials, the probability of missing in all k trials is only

(3
4
)k in this example and this probability decreases exponentially in k. In general,

if the probability of capture is p, the expected number of rounds to capture is 1
p
.

Note that each round is independent. We can obtain the expected time to locate

the evader as follows: Since the length of a round is bounded by the time to travel

between two furthest points in the polygon (say T ), the expected time to capture is

T
p
. We can convert the expected time to a high probability argument by repeating

the experiment roughly 1
p
log 1

p
times using the Chernoff bound. For details of this

technique the reader is referred to [79].

7.1.1 Preliminaries

Let P be the input polygon including its interior and V be the set of vertices of

P . Unless stated otherwise, n denotes the number of vertices of the polygon. Two

points u, v ∈ P can see each other if the line segment uv lies entirely in P .

We use d(u, v) to denote the length of the shortest path from u to v that remains

inside P . The shortest path has the following property.

Property 1 The shortest path between any two points u and v inside a polygon P

is a polygonal path whose inner vertices are vertices of P .

The shortest path tree from a point x in P is defined as ∪v∈V d(x, v). A polygon

is simply-connected if any simple closed curve inside the polygon can be shrunk to a

point. All the polygons considered in this paper are simply-connected.

The triangulation of a polygon is a decomposition of the polygon into triangles

by a maximal set of non-intersecting diagonals (see Figure 7.2). The dual of a
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Figure 7.2: Triangulation of a polygon and its dual tree.

triangulation is a graph whose vertices correspond to the triangles. There is an edge

between two vertices if the corresponding triangles share a side. It is well known

that the triangulation of a simply-connected polygon has exactly n− 2 triangles. In

addition, the dual of the triangulation is a tree [85].

Game formulations

In this paper, we study two pursuit-evasion games. Both games take place in a

simply-connected polygon P which is known to all players.

The first game, which we call the locating game1 is defined as follows:

It is played between an evader and a single pursuer. An evader strategy is a

continuous function e : [0,∞) → P such that e(t) denotes the evaders position at

time t. The pursuer strategy, p(t), is defined similarly.

The pursuer moves with unit speed so that ṗ = 1. The diameter of the polygon

P , denoted diam(P ), is defined as maxu,v∈P d(u, v). The evader can be arbitrarily

faster than the pursuer but it must move continuously.

We assume that in both games, the evader knows the strategy of the pursuer(s)

1The general version of this game is known as the visibility-based pursuit evasion game [38]
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before the game starts. However, it does not have access to the outcome of the

random coin tosses during the execution of the pursuer’s strategy. The pursuer, on

the other hand, knows nothing about the evader’s strategy.

After the game starts, the players can observe their surroundings continuously.

Further, at any given time t, the pursuer’s location p(t) is revealed to the evader.

The pursuer wins the game, if in finite time t∗, it can reach a position such that

p(t∗) sees e(t∗). The evader wins the game otherwise, i.e. if, for any given pursuer

strategy p, there exists an evader strategy e so that the evader can avoid being seen

by the pursuer.

The second game is called the capture game:

Let e(t) denote the evader’s and pi(t) denote the ith pursuer’s strategy as before.

Instead of finding the evader, the pursuers win the capture game if in finite time t∗,

they can reach a position such that there exists an i with pi(t
∗) = e(t∗).

In this game, one of the pursuer’s is as fast as the evader. Without loss of gen-

erality, we assume that ė = ṗ1 = 1. Similar to the finding game, the players observe

their surroundings continuously and at any given time t, the pursuers’ location pi(t)

is revealed to the evader.

We assume that the players move in discrete time intervals and in turns: the

evader first, followed by the pursuers.

7.2 Locating the Evader

In this section, we present a randomized algorithm for the visibility-based pursuit-

evasion problem [38]:

An evader whose location is unknown to the pursuer is hiding inside a polygon

P . The evader has global visibility (i.e. it knows the location of the pursuer at

all times) and can be arbitrarily faster than the pursuer. Moreover, the evader is

unpredictable – that is, no prior information about its strategy is available. The
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pursuer’s goal is to locate the evader by establishing line-of-sight visibility: He wins

the game if he ever sees the evader. The evader wins the the game if it can avoid

being located forever.

Next, we show that for any simple polygon P , the pursuer can locate the evader

in O(n · diam(P )) expected time.

7.2.1 The pursuer strategy

Given polygon P , the pursuer first triangulates the polygon. The pursuer’s strategy

is divided into rounds of length at most diam(P ). Let T be the triangulation tree

(see Figure 7.2) rooted at the triangle that contains the pursuer’s initial location at

the beginning of a round. For any triangle t let t1, .., tk, k ≤ 3 be the children of t.

We use the notation T (t) to denote the subtree of T rooted at the triangle t. Figure

7.3 is provided for quick reference to the notation used in this section.

The pursuer’s strategy relies on the following observation: Suppose the pursuer

is inside triangle t and the evader is located inside a triangle contained in T (tj) for

some j. Then, while the pursuer is located at t, the evader can not enter any triangle

contained in T (ti), i 6= j without being seen by the pursuer. This is because the

triangle t is a separator for the subtrees T (ti). Moreover, this property is preserved

if the pursuer moves to the triangle tj.

t

t1 t2 t3

l(t1) l(t2) l(t3)

T (t1)

Figure 7.3: Notation used for Lemma 57. Each vertex of the tree corresponds to a
triangle in the triangulation tree.
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Therefore, had the pursuer known the subtree that contains the evader, he could

gradually move towards it while preventing the evader to move from one subtree

to another. This process guarantees that the pursuer can enter the triangle which

contains the evader and this clearly implies that the evader would be located. Of

course, the pursuer does not know where the evader is. This is where we will utilize

randomization.

The pursuer will guess the subtree that contains the evader according to the

following rule:

Let l(t) denote the number of leaves of the subtree T (t). Suppose the pursuer

is located in triangle t and let t1, .., tk be the children of t (see Figure 7.3). Let

L =
∑k

i=1 l(ti). With probability l(ti)
L

, the pursuer picks the child ti and moves

there. The round is over whenever the pursuer arrives at a leaf of T .

Next, we show that using this guessing strategy, the pursuer efficiently locates

the evader.

Lemma 57 Let T be the triangulation tree rooted at the triangle that contains the

pursuer’s initial location in the beginning of the round. At each round, if the pursuer

follows the guessing strategy described above, he can locate the evader with probability

at least 1
L
.

Proof. The lemma is proven by induction on the height of T . The basis, where the

height of t is 0, corresponds to the case where the input polygon is a triangle. The

pursuer trivially locates the evader with probability 1 in this case.

Let p(t) be the probability that the evader is located within a round, starting

from triangle t and inductively assume that the lemma is true for all trees of height

less than or equal to j.

Given a triangulation tree of height j+1, the probability of success starting from

the root t is:

p(t) ≥ min
{ l(t1)

L
p(t1), . . . ,

l(tk)

L
p(tk)

}
(7.1)
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Note that all the subtrees T (ti) have height at most j, therefore by the inductive

hypothesis we have p(ti) ≥ 1
l(ti)

for all i and the lemma follows. �

Clearly, the number of leaves of any triangulation tree is less than the number of

vertices of the polygon, therefore at each round the evader is located with probability

at least 1
n
. Moreover, since the length of a round is diam(P ), we have the main result

of this section:

Theorem 58 In any simply connected environment P , against any evader strategy,

the expected time to locate the evader with a single pursuer is at most n · diam(P )

where n is the number of vertices and diam(P ) is the diameter of the polygon.

Time elapsed: 406
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Figure 7.4: Left: An instance of the simulator showing the triangulation of the
environment as well as the hiding location of the evader. Middle: The histogram
of the number of rounds required to locate evader in 1000 simulations. Right: The
histogram of the time-steps required to locate evader in 1000 simulations.

Remark 59 Any simply-connected polygon can be partitioned into a minimum num-

ber of disjoint convex polygons in polynomial time [63, 20]. It is easy to see that the

dual of such a partition will be a tree. Therefore, instead of using a triangulation

dual, the pursuer can execute the strategy described above using the dual of the convex

partition. However, in general this does not improve the expected capture time. For

example, for the polygon shown in Figure 7.5, the number of leaves of the triangula-

tion dual is equal to the number of leaves of a minimum convex partition.
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7.2.2 Lower bounds

Figure 7.5: For any randomized pursuer strategy, the expected time to capture the
evader in this star with hooks is O(n · diam(P )).

One might suspect that the expected time to locate an evader can be improved

using a more sophisticated strategy. Unfortunately, this is not possible: The polygon

in Figure 7.5 is a k−star with hooks attached at the end of each spike (in the figure

k = 8). The evader’s strategy is to choose a hook at random and hide there until

the end of the game. In order to locate the evader, the expected number of spikes

searched by the pursuer is k
2

and it takes diam(P ) steps to travel from one spike to

another. Since the number of vertices is a constant multiple of k, the time it takes to

locate the evader is Ω(n · diam(P )). In fact, using the well-known technique due to

Yao, this argument can be extended to show that the expected time to capture the

evader for any randomized pursuer strategy is Ω(n · diam(P )) (see [79] for details).

We present the results of a simulation of the pursuer and the evader strategy for

this environment in Figure 7.4.

7.3 Capturing the Evader with Two Pursuers

In this section, we move on to the more challenging task of capturing the evader,

defined as moving to the same point as the evader. We assume that there are two

pursuers in the game. Later, we will show how to modify their strategy for the case
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of a single pursuer (at the expense of increasing the expected capture time). We

make the following assumptions:

• The pursuers can communicate with each other at all times. 2

• The evader has global visibility. It is unpredictable, i.e., no prior information

about its strategy is available.

• Both pursuers have only line of sight visibility. One pursuer is at least as fast

as the evader.

• The game is played in discrete time. In order to simplify presentation, we

assume that the players move in turns: first the evader moves, followed by the

pursuers.

M
L

M ′

L′

C

Figure 7.6: Lion’s strategy

The strategy of one of the pursuers is based on the solution to a problem known

as the lion and man problem [92]. We present an extension of this strategy in the

case of a (possibly non-convex) polygonal environment. One of the major difficulties

for our pursuers is that the evader may not be visible at all times, in which case the

2This assumption can be relaxed to line-of-sight communication, i.e. the pursuers can commu-
nicate only if they see each other.
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lion’s strategy is not well-defined. The second pursuer will use the strategy presented

in the previous section to tackle this difficulty.

We start with a review of the lion’s strategy.

7.3.1 The lion and man problem

The lion and man problem with discrete time in the nonnegative quadrant of the

plane is attributed to David Gale [39]. Let the initial positions of the lion and man

be L0 = (x0, y0) and M0 = (x′0, y
′
0), respectively. In each round, first the man moves

to any point in the quadrant at distance at most 1 from his current position, and

then the lion does the same. The lion wins if he moves to the current position of the

man. The man wins if he can keep escaping for infinitely many rounds. In [92], Sgall

proves that, when both x′0 < x0 and y′0 < y0, the lion always catches the man in a

finite number of rounds. The number of moves required is bounded by a quadratic

function in x0, y0 and the slope (or its inverse) of the line segment L0M0.

7.3.2 Lion’s strategy

Let the initial positions of the lion and man be L0 = (x0, y0) and M0 = (x′0, y
′
0),

respectively. In the beginning of the game, the lion finds a point C on the line M0L0

such that L0 is inside the segment M0C and the circle with center C, radius |CL0|
and passing through L0 intersects both axes. Among all possible such circles, it

chooses the one whose center is closest to the origin. C remains fixed throughout

the game.

Let L andM denote the current positions of the lion and the man respectively (see

Figure 7.6). Let M ′ denote the point the man moves to, |MM ′| ≤ 1. If |LM ′| ≤ 1,

the lion catches the man. Otherwise, it moves to a point L′ on the line M ′C such

that |L′L| = 1. There are two such points, it chooses the one closer to the man.

Definition 60 We will refer to this move as the lion’s move from L with respect to
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C and M ′.

The lion’s move maintains the following:

Lemma 61 ([92]) If the lion does not catch the man in the current move then

(i) M ′ has both coordinates strictly smaller than C,

(ii) L′ is inside the segment M ′C, and

(iii) |L′C|2 ≥ 1 + |LC|2.

Proof. See [92]. �

r

c

v

x

α

β

γ

Figure 7.7: Pocket with respect to c and v

7.3.3 The strategy to capture the evader

Let p1(t), p2(t) and e(t) denote the locations of the pursuers and the evader, respec-

tively, at time t. In the beginning of the game the two pursuers move together and

search for the evader using the strategy described in the previous section. Without

loss of generality, we assume that the game starts at t = 0 where p1(0) = p2(0) = o

and e(0) is visible from o. We will sometimes refer to point o as the origin. The origin

will be fixed until the evader is captured. Let d1(t) = d(p1(t), o), d2(t) = d(p2(t), o),

and de(t) = d(e(t), o).
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Definition 62 Suppose e(t) is visible from p1(t) but e(t+1) is not visible from p1(t).

This means that the shortest path P from p1(t) to e(t + 1) is composed of at least

two line segments (Property 1). The first vertex on the path from p1(t) to e(t+ 1) is

called a pseudo-blocking vertex.

Let r be the ray starting from a vertex c and passing from another vertex v that

is not adjacent to c. In the sequel, c will be the center of the circle for the lion’s move

and v will be the pseudo-blocking vertex. Consider the first time the ray r leaves the

polygon P after it passes through v and let x be the point on r ∩ P just before this

happens (see Figure 7.7). The line segment vx splits the boundary of the polygon

into two chains. The chain which does not contain the point c, together with the

line segment vx defines a polygon. We will refer to this polygon as the pocket with

respect to c and v. The line segment vx is referred to as the entrance of the pocket.

We will utilize the following properties of pockets:

Property 2 Let α be a point on the line segment cv and β be a point in the pocket

with respect to c and v. The line segment αv is contained in the shortest path from

α to β (Figure 7.7).

Property 3 Let R be a pocket with respect to c and v inside a polygon P . Any path

from β ∈ R to γ ∈ P − R crosses the entrance of the pocket (Figure 7.7).

Looking ahead, let us describe how we will utilize these properties: Suppose

pursuer p1 is moving towards the evader and the evader disappears. Let v be the

current pseudo-blocking vertex. If p1 moves towards v, Property 2 implies that it is

still moving on the shortest path from the evader to the origin. If the evader becomes

visible before p1 reaches v, Property 3 implies that it must cross the entrance of the

pocket and p1 can continue its strategy (described in the next section) as if the evader

has not disappeared.

If the evader is not visible when p1 arrives at v, then v becomes a blocking vertex.

At this point, the second pursuer will enter the game.
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p1(t)

p1(t+ 1)

v1

v2

x1

x2

y1

y2

e(t)

e(t+ 1)

Figure 7.8: The extended lion’s move

Next, we present the details of the strategies of p1 and p2.

7.3.4 Strategy of Pursuer p1

As stated earlier, we assume that pursuer p1 is at least as fast as the evader. At time

step t, p1 moves according to the following strategy:

If the evader is visible, he performs a extended lion’s move which is defined as

follows: Let τ be the shortest path from e(t) to e(t+1). Without loss of generality, p1

will pretend that the evader followed τ . As a point x moves from e(t) to e(t+1) along

τ , the vertices on the shortest path from x to the origin o may change. However,

the number of changes is at most n: The first vertex on the shortest path from x

to o must be one of the vertices of the polygon. Since τ is the shortest path from

e(t) to e(t + 1), each vertex of the polygon can be this first vertex for at most one

contiguous sub-path in τ . Let x1, . . . , xk−1 correspond to the points on τ where such

changes occur, we define x0 = et and xk = e(t + 1). Let vi be the first vertex on
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the shortest path from xi to o. The extended lion’s move consists of k − 1 phases.

During Phase i, i = 1, . . . , k, pursuer p1 performs the lion’s move with respect to vi

and xi (see Figure 7.8). Note that the time spent by the pursuer in Phase i is equal

to the time spent by the evader in traveling from xi−1 from xi.

If the evader was visible in the previous time step, but is not visible any more,

let v be the pseudo-blocking vertex. Pursuer p1 moves towards v until he reaches

it. If the evader becomes visible before p1 arrives at v, he continues with the lion’s

move. Otherwise, v becomes a blocking vertex.

If the evader is still not visible after p1 reaches the blocking vertex, he waits for

p2 to report the location of the evader. Let R be the current pocket defined with

respect to the blocking vertex and the current center. There are two possibilities.

1) The evader reveals itself to p1. Then, by Property 3, this must happen before

the evader crosses the entrance of R. In this case p1 continues the game with the

lion’s move.

2) Pursuer p2 finds the evader located at e. Let v′ be the first vertex on the

shortest path from v to e and R′ be the pocket with respect to v and v′. In this case,

v′ becomes a pseudo-blocking vertex, R′ becomes the new pocket and p1 continues

his strategy by moving towards v′.

7.3.5 Strategy of Pursuer p2

The task of pursuer p2 is to search for the evader when it is not visible to p1. When

the evader disappears from the sight of p1, pursuer p2 waits until p1 reaches the

blocking vertex. Afterwards, p2 locates the evader using the strategy described in

the previous section and reports the location of the evader to p1.

7.3.6 Properties of Pursuer p1’s strategy

Lemma 63 For all times t, pursuer p1 maintains the following invariants until the

evader is caught:
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(I1) p1(t) is on the shortest path from o to e(t).

(I2) d1(t+ 1)2 ≥ d1(t)
2 + 1

n
if p1(t) 6= p1(t+ 1).

Proof of Invariant I1: We prove the invariant by induction. Assume that it

holds at time t.

First consider the case where p1 can see e at time t. Let the first vertex on the

shortest path from e(t) to o be u. It follows that p(t) is in the line segment joining

u to e(t), since if p(t) is between o and u on the shortest path, he would not be able

to see e(t).

Let x denote the evader’s position at an arbitrary time in the time interval [t, t+1).

Suppose when the evader is at x, the first vertex on the shortest path from x to o

changes from u to v. Note that p1 can see the evader until this point. Then, the

shortest path from x to o passing through u and the shortest path from x to o passing

through v have the same length. This implies that u, v, and x have to be collinear.

For otherwise, a shorter path from x to o can be found in the interior of the polygon

formed by these two presumed shortest paths from x to o, which is a contradiction.

This implies that either u is an ancestor or a descendant of v in the shortest path

tree rooted at o. If u is an ancestor, at the point x where the switch occurs, p1 could

either be on the segment vx in which case it can continue the lion’s move in the

next phase or p1 is on the segment uv, in which case e will become invisible to p1

after x. In this case, p1 must be either moving towards a pseudo-blocking vertex or

waiting at a blocking vertex. In both cases, the invariant is maintained by Property

2. If u is a descendant of v, then p1 is already on the segment ux and hence on the

segment vx. Hence it can continue the lion’s move in the next phase. The invariant

is therefore maintained as a corollary of Lemma 61.

Otherwise, if p1 does not see the evader at time t, he must be either waiting at

a blocking vertex or moving towards a pseudo-blocking vertex. In both cases, the

invariant is maintained by Property 2.

Proof of Invariant I2:
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If p1 is moving towards a pseudo-blocking vertex, his distance to the origin is

increasing by 1 and the invariant is maintained.

Next, we show that the extended lion’s move maintains the invariant: Suppose

the lion’s move has k ≤ n phases and consider phase i of the extended lion’s move

where the evader moves from the point xi−1 to xi. Suppose, during this phase the

pursuer p1 moved from point yi−1 to yi (see Figure 7.8) and let vi be the center of

the circle for the lion’s move during this phase.

Let αi = d(o, yi)− d(o, yi−1).

As a corollary of Lemma 61 we have

d(yi, o)
2 ≥ d(yi−1, o)

2 + α2
i .

Summing up over all phases we get the total progress to be
∑k

i=1 α
2
i .

This expression when subject to
∑k

i=1 αi = 1 is minimized when all α1 = . . . =

αk = 1
k
. Therefore we have d1(t+ 1)2 ≥ d1(t)

2 + 1
k

which implies the invariant I2.

The combined strategy of the two pursuers can be viewed as follows: Pursuer

p1 moves only when it knows the shortest path from the evader to the origin o.

Performing the lion’s move is equivalent to growing a disk inside the polygon whose

center is at the origin o and passes through the current location of p1. By invariant

I1, the evader can never enter the disk. Further, the disk is still protected if p1 does

not move. Invariant I2 implies that, whenever p1 moves, the disk monotonically

grows and the evader is eventually squeezed between p1 and the polygon boundary.

Pursuer p2 moves only when p1 does not know the evader’s path to the origin. It

locates the evader using the randomized strategy given in the previous section and

reports its location to p1 so that p1, in turn, can keep growing the disk and eventually

capture the evader.

7.3.7 Expected time to capture

Let T1 be the time it takes the faster pursuer (who performs the lion’s move) to

travel the diameter of the polygon. By Invariant I2 (Lemma 63), this pursuer will
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capture the evader in nT 2
1 steps. However, in the meantime, the other pursuer may

have to search for the evader. Each such search ends in time T2 · n · log n with high

probability, where T2 is the time for pursuer p2 to travel the diameter of the polygon.

Moreover, once a vertex becomes a blocking vertex, it will never become a blocking

vertex again (it will be included in the ball defined by the origin and p1), therefore at

most n such searches will be necessary. In conclusion, the expected time to capture

the evader is O(nT 2
1 + T2 · (n2 logn)) with high probability.

7.3.8 Capturing the evader with a single pursuer

Suppose we have only pursuer p1. In this case, instead of waiting for p2 to find the

evader, p1 can guess the first vertex on the shortest path from the evader to his

current location and move there.

Consider the shortest path tree T from the origin o to the vertices of the polygon.

For each vertex v, let l(v) be the number of leaves of the subtree T (v) of T rooted

at the vertex v. Then the probability that the pursuer’s guess will be successful if

he is located at v is at least 1
l(v)

. If the guess is correct and the evader is visible,

the pursuer continues with the lion’s move. However, in case of a wrong guess the

evader may end up in an advantageous location and move towards the origin o, in

which case the pursuer must restart the game. Further, if all the guesses are correct,

no vertex can be a blocking vertex more than once. Continuing this way we can

obtain a worst-case lowerbound on the probability of success. Unfortunately, this

bound can be possibly exponentially small in the number of reflex vertices in the

environment. However, the expected time to capture the evader is still finite for

any simply connected environment and this strategy may still be practical for simple

settings.

One might suspect that an analysis similar to the one in Section 7.2 can be

applied to prove that the expected time to capture is polynomial. The reason such

an analysis does not apply directly is that even if the pursuer and the evader are
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co-located in a leaf triangle, the capture game still continues and the evader can

move to another triangle in the tree. Therefore the number of guesses may exceed

the depth of the tree, resulting in a possibly exponential capture time. This poses

an interesting trade-off between the pursuer’s visibility and the capture time. If the

pursuer can somehow track the evader at all times (perhaps using a satellite), then

Lemma 63 implies that he could capture the evader in time O(n · diam(P )2). If this

is not possible though, he can either use a second pursuer for locating the evader

and still capture it in polynomial time or simultaneously search and capture which

results in a much longer capture time.

7.3.9 Polygonal rooms with a door

In [72], Lee et al. studied the following variant of the pursuit-evasion problem: The

input is a pair (P, d) where P is the polygonal room the game is played in and d is a

door, a point marked on the boundary of P . The goal is to devise a strategy for the

pursuer to eventually see the evader, in such a way that the evader can not escape

through the door. The authors presented a characterization of polygons where a

single pursuer with very narrow visibility (represented by a single ray) can locate

the evader before it reaches the door.

In a similar scenario, the two pursuer algorithm presented in Section 7.3 can be

used to capture an evader before it exits through the door. The only modification

necessary is the following: Initially, pursuer p1 is located at the door d and waits

until pursuer p2 locates the evader. Afterwards, he continues with the lion’s move

with respect to d. This ensures that the evader can never enter the disk whose origin

is d and passes through the current location of p1. Therefore, the door is always

protected until the evader is captured.
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7.4 Concluding Remarks

In this chapter, we studied the visibility-based pursuit evasion game and showed that

using a randomized strategy a single pursuer can locate an unpredictable evader in

any simply-connected polygonal environment. The evader may be arbitrarily faster

than the pursuer and it may know the location of the pursuer at all times.

The randomized strategy has some desirable properties: First, as shown in [38],

there are polygonal environments which require an arbitrary number of pursuers

if they are restricted to deterministic strategies. Therefore on such environments,

a randomized strategy is mandatory for locating the evader with a single pursuer.

Moreover, even if the polygon is deterministically searchable by a single pursuer, it is

known that some of these polygons require revisiting parts of the polygon Ω(n) times

[38]. Hence, the expected time to capture with a randomized strategy is comparable

to the time to capture with a deterministic strategy. However, the randomized

strategies may be preferable to the deterministic strategies, as they do not require

complicated data structures and costly preprocessing.

Second, the randomized strategy to locate the evader does not require an exact

map of the environment: It is based on the dual graph of the triangulation, therefore

it is insensitive to errors in the map of the environment. An interesting research

direction is to incorporate the navigation strategies in [106] which require a minimal

representation of the environment.

If the environment is entirely unknown, locating the evader may take exponential

time. Imagine that the pursuer is searching in a polygon whose triangulation dual

corresponds to the skewed tree in Figure 7.9. Suppose the pursuer has no map of the

environment, and he is picking the next triangle uniformly at random. If this is the

case, the following evader strategy may cause the search to take exponential time.

Evader’s strategy is to alternate between points A and B. Initially, say, the pursuer

is at the root and the evader is hiding at B. To capture the evader, the pursuer

must choose to go to the right n times (n = height of the tree), and this would
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happen with probability O(2−n). Therefore the expected time to capture would be

exponential in the number of nodes (= 2n). Note that whenever the pursuer takes

a wrong path the evader can go to A or B (whichever is further to the pursuer) and

restart the round.

A

B

Figure 7.9: A bad case for searching in unknown environments.

Another interesting extension is the case of non-polygonal environments. The

randomized strategy can be used to locate the evader in non-polygonal, simply-

connected environments. For example, this could be done by replacing the triangu-

lation tree (Lemma 57) with the decomposition studied in [69].

We have also studied the more challenging problem of capturing the evader. For

this problem, we presented a strategy for two pursuers (one of which is as fast as

the evader) to capture the evader in expected time polynomial in the number of

vertices and the diameter of the environment. The strategy can be modified for a

single pursuer, however it is not clear whether the expected time to capture remains

a polynomial in the number of vertices. We leave this as a future research direction.
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Chapter 8

Conclusion

We live in a time of exciting developments in remote sensing systems. On one hand,

researchers are deploying networks of sensors onto large, complex environments for

monitoring tasks (Figure 8.1). On the other, there are new companies who sell

mobile-robot systems for surveillance, exploration and even vacuum-cleaning tasks.
            

Figure 8.1: Researchers at the Intel Research Laboratory at Berkeley, the
College of the Atlantic in Bar Harbor and the University of California at
Berkeley deployed wireless sensor networks on Great Duck Island, Maine
(http://www.greatduckisland.net/).

We believe that such sensing systems will soon perform in an autonomous fashion
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(a)
http://www.irobot.com/

            

(b)
http://www.packbot.com

            

(c)
http://www.mobilerobots.com/

Figure 8.2: Examples of recent commercial robots (a) Roomba vacuum cleaner (b)
Packbot exploration robot (c) Patrolbot surveillance robot

and become a part of our lives. Here, the term autonomous is not meant to replace

the word intelligent. The core of intelligence lies in the intentions. In other words,

the intelligence is in designing “good” objectives. In contrast, what is meant by

autonomous here is an action/perception plan so that our robots can achieve these

objectives efficiently and without intervention from a human operator.

Even coming up with a mathematically sound specification of an objective is a

difficult task. As an example, consider the task of building a map of an environment.

In some cases, the environment may be completely unknown. In others, we may have

a rough floor plan and want to use our robot to build a detailed 3D model. Now,

suppose our goal is to accomplish this task as quickly as possible. To be able to design

a plan and to prove that it works we need two models: a model of the environment

and a model of our robot.

In modeling the environment, we must address a trade-off between accuracy and

modeling complexity. We may want to have as many details as possible (such as

cracks along the walls) but for this we must be able to input, manipulate, and

output a complex and large environment model.

For the robot, we need a perception model and an action model. These models
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may span a big range of abstraction. The action model may be very low level, which

may involve, for example, specifying the forces to be applied to the motors. We may

have slightly higher level commands in the form of “Move 10cm forward”. It is also

possible to have a programming interface where we can tell our robot to go from point

a to point b and expect low-level issues such as collision avoidance to be handled

by internal functions. Similarly, for perception we may have a high-level view. For

example, our robot may be equipped with a stereo camera pair and we may assume

that at any given time we have a 3D model of the portion of the environment seen

from our robot. Or, our perception model can be at a lower level which requires us

to deal with pixels in the images or the sound waves from a sonar system.

The abstraction level of the environment and the robot model directly impacts

our ability to study the action/perception plan. If we adopt a very low level model to

accomplish a high level goal, the planning problem can quickly become intractable.

As it is the case with many engineering systems, abstraction becomes crucial. To

achieve the level of autonomy considered here, we believe that at least a two level

abstraction is necessary.

In the high-level, we have a complex model of the environment but a simple

model of the robot. For example, the environment can be represented by a polygon

with many obstacles inside. The robot model, on the other hand, can be simply a

point representing the robot without any kinematic or dynamic constraints on its

motion. At this level of abstraction, the goal is to design algorithms that deal with

combinatorial issues that arise from environment complexity, sensing complexity or

presence of multiple agents.

In the low-level of abstraction, the environment is assumed to be very simple.

For example it could be the entire plane without obstacles. The focus is now on the

agent model, which can be quite a complex one modeling, for instance, the dynamics

of a particular robot. At the low level, the goal is to design algorithms to generate

appropriate controls for motion. In addition, the sensing model must be detailed
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enough to detect obstacles, recognize targets and so on.

The last decade witnessed tremendous advances in the low level of abstraction.

We can now buy sophisticated robots for a reasonable price. These robots usually

come with a programming interface that gives us many low-level motion and sensing

commands. Therefore, the problems in the high level are now the main obstacles in

designing autonomous systems. The contributions of this thesis lie in this high-level

of system design.

8.1 Summary of Contributions

In this thesis, we focused on distributed and mobile sensing problems for two types of

sensing systems: sensor-networks and mobile robots. We identified vision as the main

mode of perception. This is because vision provides the most information among

the perception modes and hence, cameras are becoming an integral part of robotic

systems. Therefore, there is a great need for provable, complete algorithms for

sensing systems which utilize vision-based sensors such as cameras or range scanners.

However, planning with visibility constraints is a challenging task and such problems

are not well-studied in the literature.

In this thesis, we presented solutions to four fundamental problems that arise in

design of sensing systems. By viewing sensor-networks as static agents and robots

as mobile agents, the problems we study can be categorized as follows:

• In the exploration problem, a single mobile agent senses a static environment.

• In the sensor placement problem, multiple static agents sense a static environ-

ment.

• In the sensor assignment problem, multiple static agents sense a dynamic en-

vironment.
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• In the pursuit-evasion problem, multiple mobile agents sense a dynamic envi-

ronment.

Our contribution for the exploration problem is presented in Chapter 2. There, we

have studied the problem of how to look around a corner in a polygonal environment

in such a way that minimizes the time spent in traveling as well as in reconstruction.

We addressed local optimality regarding the visibility of the next occluded edge.

This strategy can then be used as a subroutine for building the map of an unknown

environment – which is an important application area for robotics.

We presented competitive algorithms for the local exploration problem. These

algorithms guarantee bounded deviation from the optimal behavior, even if no in-

formation about the environment is available a priori. For the cases where such

information is available, we presented a formalization based on Markov Decision

Processes. With this formalization, optimal strategies can be computed using well-

known techniques.

In Chapter 3, we studied the sensor placement problem. Visibility of a polygonal

or polyhedral configuration can be cast as a set system with subsets defined by the

visibility region of each camera. The minimal guard coverage problem can then

be formulated as a minimum set-cover problem. The constraints imposed by the

geometry of the setup can be captured with the VC-dimension of the visibility set

system. It was known [107] that the upper bound of the VC-dimension for polygons

is 23. In Chapter 3, we improved this bound for two cases of exterior visibility:

cameras on a circle containing the polygon and cameras outside the convex hull of a

polygon. The circle case has significant practical implications because it minimizes

the number of stations of a turn-table or a laser-scanner pedestal in 3D-modeling

and object inspection. For this case, we present an algorithm that uses at most one

more sensor than the optimal number of sensors necessary to capture the object.

The placement of cameras outside the convex hull is significant in surveillance and

image based rendering. For this case as well as the case of arbitrary placement inside
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a polygon the existence of approximation algorithms with constant ratio is still an

open problem.

In the 3D case, we showed that for any n, a polyhedron with n vertices can be

constructed such that the VC-dimension of its exterior visibility is Θ(logn). These

results provide insights for sampling based sensor deployment algorithms.

In Chapter 4, we have introduced the Focus of Attention problem and studied

the algorithmic aspects of managing the attention of a group of distributed sensors.

We observed that for a general cost metric, the problem is NP-hard and not well

approximable. However, for constrained geometric cases we were able to exploit re-

lations between the sensor geometry and corresponding error metrics. From this, we

obtained: a 2-approximation for stereo cameras constrained to the same baseline, a

PTAS solution for the same geometry when the cameras are spaced equidistantly,

and a 1.42-approximation for 4n-range sensors equi-spaced on the circle. For ar-

bitrary sensor placement, we reposed the problem in a maximization vein. Using

results from maximum set-packing, we obtained a 5
3
-approximate solution. This

was implemented in simulation, and its performance contrasted against a greedy

approach.

Chapter 5 contains an overview of the literature on pursuit-evasion games in

complex environments.

In Chapter 6, we studied pursuit-evasion games on graphs. As is the case in

many robotics applications, we considered the case where the players have only local

visibility. We showed that two pursuers can catch the evader with high probability

on any graph. In addition, we presented an algorithmic characterization of graphs on

which a single pursuer suffices for capture. To the best of our knowledge, this is the

only pursuit-evasion game in the literature where the pursuers’ strategy explicitly

exploits the local visibility of the evader.

An important aspect of the game is the time required to catch the rabbit. For

0-visibility, one hunter succeeds in time O(n logn) [2]. For 1-visibility we showed
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that two hunters succeed in Õ(n5) time. However, it is not clear whether a single

hunter can catch a rabbit on a hunter-win graph in polynomial time. We showed

that this is possible for chordal graphs.

Finally, in Chapter 7, we studied pursuit-evasion games in geometric environ-

ments. First, we studied the visibility-based pursuit evasion game and showed that

using a randomized strategy a single pursuer can locate an unpredictable evader in

any simply-connected polygonal environment. The evader may be arbitrarily faster

than the pursuer and it may know the location of the pursuer at all times.

We also studied the more challenging problem of capturing the evader. For

this problem, we presented a strategy for two pursuers (one of which is as fast as

the evader) to capture the evader in expected time polynomial in the number of

vertices and the diameter of the environment. The strategy can be modified for a

single pursuer, however it is not clear whether the expected time to capture remains

polynomial in the number of vertices.

8.2 Future Research Directions

In this section, we present future research directions for the problems studied in this

thesis.

As mentioned previously, our general approach in the thesis is based on a two-

level abstraction. A big open problem is to connect these levels in a provably sound

fashion. For example, we obtained pursuit-strategies for point pursuers with no

constraints on their motion. Can we extend these strategies for more sophisticated

pursuer models?

For some results in the paper, connecting the two levels can be done in a straight-

forward manner. For example, the probabilistic framework for exploration can be

easily extended to handle localization and control uncertainties using Partially Ob-

servable Markov Decision Processes [19]. For visibility-based pursuit-evasion, we
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have preliminary results for extending some of our pursuit strategies to more com-

plex models [52]. Extending the target assignment results beyond the simple models

is addressed to a point by our the maximization framework presented in Section

4.2.5.

On the other hand, extending the results on placement, pursuit-evasion for cap-

turing the evader and the general form of the focus of attention problem remains a

challenge. Such extensions beyond the simple agent models is an important research

problem which will determine the applicability of these results.

We proceed with an overview of individual problems.

Exploration:

The local exploration strategies considered in Chapter 2 can be extended in a cou-

ple of directions: Localization uncertainty can be incorporated into the exploration

strategy. For the probabilistic strategies, instead of discretizing the circle, it is pos-

sible to partition the entire plane. Since this approach is likely to generate a larger

state-space, its utility must be explored. Another direction is to study strategies for

exploring 3D occluding contours.

Ultimately, the design of global strategies for efficient exploration is a challenging

and still open research issue.

Sensor Placement:

Theoretically, the main open problem in camera placement is to close the gap in the

optimization version of the art gallery problem: given a simply-connected polygon P ,

find the minimum number of guards (omnidirectional cameras) required for covering

P . For this problem, existence of constant factor approximation algorithms is an

open problem.

Of course, in practice, it is difficult to place sensors precisely. They have limited

field of views and ranges. These are main research problems that need to be addressed
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for practical sensor placement algorithms.

Sensor Assignment:

It is important to extend the results in Chapter 4 to more general configurations and

error metrics (including error models for more than two sensors tracking a single

target). The model in this chapter assumes that the targets do not occlude each

other, which may be unrealistic for some applications. Extending this model to

incorporate occlusions is a challenging research problem.

Pursuit-Evasion Games:

On graphs, the main open problem is the existence of polynomial length strategies

for capturing the rabbit on hunter-win graphs. Other research directions include

pursuit evasion games in directed graphs as well as capturing faster rabbits.

There are a number of possible extensions of the algorithms presented in Chap-

ter 7 for simply-connected polygons: An interesting research direction is to incorpo-

rate the navigation strategies in [106] which require a minimal representation of the

environment. Another interesting extension is the case of non-polygonal environ-

ments. The randomized strategy can be used to locate the evader in non-polygonal,

simply-connected environments. For example, this could be done by replacing the

triangulation tree (Lemma 57) with the decomposition studied in [69].

As noted previously, the expected time to capture the evader in a simply-connected

polygon is possibly exponential in the number of vertices. Settling this issue is an

important research problem.

None of the strategies described in Chapter 7 work if the polygon is not simply-

connected. There are similar issues in higher dimensions. Determining the number of

pursuers (and corresponding pursuit strategies) in such environments is a challenging

problem. Of course, as the number of pursuers increase, communication requirements

become an important issue – making the problem much more challenging.
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8.3 Final Remarks

In this thesis we focused on high-level robotics problems where the main challenges

are mostly combinatorial and/or geometric. The branch of robotics which deals with

these issues is flourishing as a new research field called Algorithmic Robotics.

As the robotics systems become more common, we believe that the problems

that fall into the domain of algorithmic robotics will be the main obstacles before

designing autonomous systems. Hopefully, with efforts from researchers in diverse

areas, these obstacles will be overcome and soon we will have fully-autonomous

systems performing sophisticated tasks for us!

The results in this thesis appeared in the following publications:

The local exploration problem of Chapter 2 appeared in [55]. The study of VC-

dimension of external visibility (Chapter 3) is based on [56]. The algorithm to place

guards on a circle has been reported in [54]. Applications of the VC-dimension results

to sensor placement has been reported in [53]. Preliminary versions of the results in

Chapter 4 appeared in [59, 80].

The results on pursuit-evasion games appeared in two articles: The results on

graphs is based on [58] and the results on polygonal environments appeared in [57].

These results are products of research collaborations with my co-authors in these

papers. I would like to conclude the thesis by acknowledging their contributions.
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